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**SQL SERVER**

=> a database is a organized collection of interrelated data.

For example:

a university db stores data related to students, courses, faculty etc.

**Types of Databases :-**

------------------------------

1 OLTP DB (online transaction processing)

2 OLAP DB (online analytical processing)

=> organizations uses OLTP DB for storing day-to-day transactions

and OLAP for analysis.

=> OLTP for running business and OLAP for analyzing business.

=> day-to-day operations on db includes

C create

R read

U update

D delete

**DBMS :-**

------------

=> DBMS stands for Database Management System , It is a software

used to create and to manage database.

=> DBMS is an interface between user and database.

USER-----------------DBMS-----------DB

**Data Models :-**

------------------

=> based on the structure of the data data models are 3 types

1 Hierarchical

2 Network

3 Relational

**Relational Model :-**

------------------------

=> Relational Model introduced by E.F.CODD.

=> according to E.F.CODD in relational model data must be organized in

tables i.e. rows and columns

=> a dbms that supports relational model is called rdbms

CUST

CID NAME ADDR => COLUMNS/FIELDS/ATTRIBUTES

10 A HYD

11 B BLR

12 C DEL => ROW/RECORD/TUPLE

DATABASE = COLLECTION OF TABLES

TABLE = COLLECTION OF ROWS & COLS

ROW = COLLECTION OF FIELD VALUES

COLUMN = COLLECTION OF VALUES ASSIGNED TO ONE FIELD

=> every table must contain primary key to uniquely identify the records

ex :- ACCNO,EMPID,AADHARNO,PANNO,VOTERID

**RDBMS software’s :-**

---------------------------

SQL SERVER from microsoft

ORACLE from oracle corp

DB2 from IBM

MYSQL from oracle corp

POSTGRESQL from postgresql forum

RDS from amazon

**ORDBMS :-**

------------------

=> Object Relational Database Management System

ORDBMS = RDBMS + OOPS (reusability)

=> RDBMS doesn't support reusability but ORDBMS supports reusability

**ORDBMS softwares :-**

-----------------------------

SQL SERVER

ORACLE

POSTGRESQL

**what is SQL SERVER ?**

SQL SERVER is basically a rdbms product from microsoft and also supports ordbms features

and used to manage database.

=> SQL SERVER is used for DB Development & Administration

Development Administration

creating tables Installation of sql server

creating views creating database

creating synonyms creating logins

creating sequences backup & restore

creating indexes export & import

creating procedures performance tuning

creating functions

creating triggers

writing queries

**CLIENT / SERVER Architecture :-**

-------------------------------------------

1 SERVER

2 CLIENT

=> server is a system where sql server software is installed and running.

=> inside server sql server manages database.

=> a client is a system from where users can

1 connects to server

2 submit requests to server

3 receives response from server

client tool :-

SSMS (SQL SERVER MANAGEMENT STUDIO)

How to connect to sql server :-

---------------------------------------

=> open ssms and enter following details

SERVER TYPE :- DB Engine

SERVER NAME :- DESKTOP-G2DM7GI

Authentication :- WINDOWS / SQL SERVER

LOGIN :- SA (SYSTEM ADMIN)

PASSWORD :- 123

=> click CONNECT

**creating database in server :-**

--------------------------------------

=> in object explorer select Databases => New Database

Enter Database Name :- BATCH12

=> click OK

=> a new database is created with following two files

1 DATA FILE (.MDF)

2 LOG FILE (.LDF)

=> DATA FILE stores data and LOG FILE stores operations

NAME TYPE INITIAL SIZE AUTOGROWTH PATH

BATCH12 DATA 8 64 C:\

BATCH12\_LOG LOG 8 64 C:\

USER-----SSMS--------------------------------------SQL SERVER ---------BATCH12(DB)

**SQL :-**

----------

=> STRUCTURED QUERY LANGUAGE

=> a language used to communicate with sql server.

=> user communicates with sql server by sending commands called queries.

=> a query is a command / instruction / question submitted to sql server to perform

some operation over db.

=> SQL is originally introduced by IBM and initial name of this lang was SEQUEL

and later it is renamed to SQL.

=> SQL is common to all RDBMS

sql server oracle mysql postgresql

SQL SQL SQL SQL

USER-----SSMS------------SQL---------------------SQL SERVER--------------DB

tool lang software storage

USER---SQLPLUS------------SQL---------------------ORACLE---------------DB

USER----MYSQLWORKBENCH---------SQL------------MYSQL-------------DB
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=> based on operations over db sql is divided into 5 sublanguages

DDL (DATA DEFINITION LANG)

DML (DATA MANIPULATION LANG)

DQL (DATA QUERY LANG)

TCL (TRANSACTION CONTROL LANG)

DCL (DATA CONTROL LANG)

SQL

---------------------------------------------------------------------------------------------------------

DDL DML DQL TCL DCL

-----------------------------------------------------------------------------------------------------

CREATE INSERT SELECT COMMIT GRANT

ALTER UPDATE ROLLBACK REVOKE

DROP DELETE SAVE TRANSACTION

TRUNCATE MERGE

**DATA & DATA DEFINITION :-**

-----------------------------------------

EMPID ENAME SAL DATA DEFINTION / METADATA

100 A 5000 DATA

Datatypes in SQL SERVER :-

-------------------------------------

=> a datatype specifies

1 type of the data allowed in column

2 amount of memory allocated for column

**character types :-**

------------------------

**ASCII UNICODE**

**char nchar**

**varchar nvarchar**

**varchar(max) nvarchar(max)**

**char(size) :-**

----------------

=> allows character data upto 8000 chars

=> recommended for fixed length char columns

ex :- NAME CHAR(10)

SACHIN----

wasted

RAVI------

wasted

NOTE :- in char datatype extra bytes are wasted , so char is not recommended

for variable length columns and it is recommended for fixed length columns

STATE\_CODE CHAR(2)

AP

TS

MH

COUNTRY\_CODE CHAR(3)

IND

USA

**VARCHAR(SIZE) :-**

---------------------------

=> allows character data upto 8000 chars

=> recommended for variable length fields

ex :- NAME VARCHAR(10)

SACHIN----

released

NOTE :-

char/varchar allows ascii characters (256 chars) that includes a-z,A-Z,0-9

and special chars. so char/varchar allows alphanumeric data.

ex :- PANNO CHAR(10)

VEHNO CHAR(10)

EMAILID VARCHAR(30)

**VARCHAR(MAX) :-**

------------------------

=> allows character data upto 2GB

ex :- FEEDBACK VARCHAR(MAX)

NCHAR/NVARCHAR/NVARCHAR(MAX) :-

--------------------------------------------------------

=> allows unicode chars (65536 chars) that includes all ascii chars and

chars belongs to different languages.

**Integer Types :-**

=> allows numbers without decimal

TINYINT 1 BYTE 0 TO 255

SMALLINT 2 BYTES -32768 TO 32767

INT 4 BYTES -2^31 TO 2^31-1 (-2,147,483,647 to 2,147,483,646)

BIGINT 8 BYTES -2^63 TO 2^63-1 (-9,223,372,036,854,775,807

to

9,223,372,036,854,775,806)

ex :- AGE TINYINT

EMPID SMALLINT

ACCNO BIGINT

**NUMERIC(P) :-**

-----------------------

=> allows numbers upto 38 digits

ex :- EMPID NUMERIC(4)

10

100

1000

10000 => NOT ALLOWED

ACCNO NUMERIC(13)

AADHARNO NUMERIC(12)

CARD\_NO NUMERIC(16)

**NUMERIC(P,S) / DECIMAL(P,S) :-**

---------------------------------------------

=> allows numbers with decimal (float)

p => precision => total no of digits allowed

s => scale => no of digits allowed after decimal

ex :- SAL NUMERIC(7,2)

5000

5000.55

50000.55

500000.55 => NOT ALLOWED

**CURRENCY TYPES :-**

-----------------------------

=> currency types are used for fields related to money

SMALLMONEY 4 BYTES -214748.3648 to 214748.3647

MONEY 8 BYTES -922337203685477.5808

to

922337203685477.5807)

EX :- SALARY SMALLMONEY

BALANCE MONEY

**DATE & TIME :-**

--------------------

1 DATE => allows only date

2 TIME => allows only time

3 DATETIME => allows date & time

=> default date format in sql server YYYY-MM-DD

=> default time format is HH:MI:SS

EX :-

DOB DATE

2003-04-20

LOGIN TIME

9:30:00

TXN\_DT DATETIME

2023-07-05 10:00:00
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**CREATING TABLES IN DATABASE :-**

------------------------------------------------

CREATE TABLE <TABNAME>

(

COLNAME DATATYPE(SIZE),

COLNAME DATATYPE(SIZE),

-------------------------

)

Rules :-

----------

1 tabname should start with alphabet

2 tabname should not contain spaces & special chars but allows \_,#,$

3 tabname can be upto 128 chars

4 table can have 1024 cols

5 no of rows unlimited

123cust invalid

cust 123 invalid

cust \*123 invalid

cust\_123 valid

Example :-

=> create table with following structure

EMP

EMPID ENAME JOB SAL HIREDATE DNAME

CREATE TABLE EMP

(

EMPID TINYINT ,

ENAME VARCHAR(10),

JOB VARCHAR(10),

SAL SMALLMONEY,

HIREDATE DATE,

DNAME VARCHAR(10)

)

=> above command created table structure (columns)

**inserting data into table :-**

--------------------------------

=> "insert" command is used to insert data into table.

=> we can insert

1 single row

2 multiple rows

inserting single row :-

----------------------------

INSERT INTO <tabname> VALUES(v1,v2,v3,-----)

Ex :-

INSERT INTO EMP VALUES(100,'SACHIN','CLERK',4000,'2023-07-06','HR')

INSERT INTO EMP VALUES(101,'ARVIND','MANAGER',8000,'2020-10-5','IT')

inserting multiple rows :-

--------------------------------

INSERT INTO EMP VALUES(102,'VIJAY','CLERK',6000,'2019-05-10','HR') ,

(103,'RAVI','ANALYST',7000,'2018-02-15','SALES')

inserting nulls :-

---------------------

=> a nulls means blank or empty

=> it is not equal to 0 or space

=> nulls can be inserted in two ways

method 1 :-

---------------

INSERT INTO EMP VALUES(104,'KUMAR',NULL,NULL,'2021-04-12','IT')

method 2 :-

INSERT INTO EMP(EMPID,ENAME,HIREDATE,DNAME)

VALUES(105,'SATISH','2022-09-10','SALES')

remaining two fields job,sal filled with NULLs.

**Operators in sql server :-**

---------------------------------

1 Arithmetic Operators => + - \* / %

2 Relational Operators => > >= < <= = <> or !=

3 Logical Operartors => AND OR NOT

4 Special Operators => BETWEEN

IN

LIKE

IS

ANY

ALL

EXISTS

5 Set Operators => UNION

UNION ALL

INTERSECT

EXCEPT

**Displaying Data :-**

--------------------------

=> "SELECT" command is used to display data from table.

=> we can display all rows and all columns

=> we can display specific rows and specific columns

syn :- SELECT COLUMNS / \* FROM TABNAME

SQL = ENGLISH

QUERIES = SENTENCES

CLAUSES = WORDS

\* => all columns

=> display all the data from emp table ?

SELECT \* FROM EMP

=> display employee names and salaries ?

SELECT ENAME,SAL FROM EMP

=> display employee names and hiredates ?

SELECT ENAME,HIREDATE FROM EMP

**WHERE clause :-**

-----------------------

=> used to get specific row/rows from table based on a condition

SELECT columns

FROM tabname

WHERE condition

condition :-

----------------

COLNAME OP VALUE

=> OP must be any relational operator like > >= < <= = <>

=> if cond = true row is selected

=> if cond = false row is not selected

=> display employee details whose id = 103 ?

SELECT \* FROM EMP WHERE EMPID = 103

SELECT \* FROM EMP WHERE ENAME='KUMAR'

SELECT \* FROM EMP WHERE SAL>5000

SELECT \* FROM EMP WHERE HIREDATE > 2020 => ERROR

SELECT \* FROM EMP WHERE HIREDATE > '2020-12-31'

SELECT \* FROM EMP WHERE HIREDATE < '2020-01-01'

SELECT \* FROM EMP WHERE DNAME <> 'HR'

**Compound condition :-**

------------------------------

=> muliple conditions combined with AND / OR operators is called compound condition

WHERE COND1 AND COND2 RESULT

T T T

T F F

F T F

F F F

WHERE COND1 OR COND2 RESULT

T T T

T F T

F T T

F F F

=> display employees whose id = 100,103,105 ?

SELECT \* FROM EMP WHERE EMPID=100 OR EMPID=103 OR EMPID=105

=> display employees working as CLERK,MANAGER ?

SELECT \* FROM EMP WHERE JOB='CLERK' OR JOB='MANAGER'

=> employees earning more than 5000 and less than 10000 ?

SELECT \* FROM EMP WHERE SAL>5000 AND SAL<10000

=> employees joined in 2020 ?

SELECT \*

FROM EMP

WHERE HIREDATE >= '2020-01-01' AND HIREDATE <= '2020-12-31'

=> employees working as CLERK and earning more than 5000 and working for HR dept ?

SELECT \*

FROM EMP

WHERE JOB='CLERK' AND SAL>5000 AND DNAME ='HR'

**IN operator :-**

------------------

=> use IN operator for list comparision

=> use IN operator for "=" comparision with multiple values

WHERE COLNAME = V1,V2,V3,--- INVALID

WHERE COLNAME IN (V1,V2,V3,---) VALID

=> employees working for HR,IT depts ?

SELECT \* FROM EMP WHERE DNAME='HR' OR DNAME='IT'

SELECT \* FROM EMP WHERE DNAME IN ('HR','IT')

=> employees not working as CLERK,MANAGER ?

SELECT \* FROM EMP WHERE JOB NOT IN ('CLERK','MANAGER')

**BETWEEN operator :-**

-----------------------------

=> use BETWEEN operator for range comparision

WHERE COLNAME BETWEEN V1 AND V2

WHERE COLNAME NOT BETWEEN V1 AND V2

=> display employees earning between 5000 and 10000 ?

SELECT \*

FROM EMP

WHERE SAL BETWEEN 5000 AND 10000

=> employees joined in 2020 year ?

SELECT \*

FROM EMP

WHERE HIREDATE BETWEEN '2020-01-01' AND '2020-12-31'

=> employees working as CLERK,MANAGER and earning between 5000 and 10000

and joined in 2020 year and not working for HR,SALES dept ?

SELECT \*

FROM EMP

WHERE JOB IN ('CLERK','MANAGER')

AND

SAL BETWEEN 5000 AND 10000

AND

HIREDATE BETWEEN '2020-01-01' AND '2020-12-31'

AND

DNAME NOT IN ('HR','SALES')

=> list of samsung,redmi,oneplus mobile phones price between 10000 and 20000 ?

PRODUCTS

prodid pname price category brand

SELECT \*

FROM PRODUCTS

WHERE CATEGORY='MOBILES'

AND

BRAND IN ('SAMSUNG','REDMI','ONEPLUS')

AND

PRICE BETWEEN 10000 AND 20000

=> list of male customers age between 20 and 30 and staying hyd,mum,blr ?

CUST

CUSTID NAME AGE CITY GENDER

SELECT \*

FROM CUST

WHERE GENDER='M'

AND

AGE BETWEEN 20 AND 30

AND

CITY IN ('HYD','MUM','BLR')
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**LIKE operator :-**

---------------------

=> use LIKE operator for pattern comparision

ex :- name starts with 'S'

emailid ends with '.in'

WHERE COLNAME LIKE 'PATTERN'

WHERE COLNAME NOT LIKE 'PATTERN'

=> pattern contains alphabets,digits and wildcard chars

wildcard chars :-

----------------------

% => 0 or many chars

\_ => exactly 1 char

=> employees name starts with 'S' ?

SELECT \* FROM EMP WHERE ENAME LIKE 'S%'

=> name ends with 'S' ?

SELECT \* FROM EMP WHERE ENAME LIKE '%S'

=> where 'A' is the 4th char in their name ?

SELECT \* FROM EMP WHERE ENAME LIKE '\_\_\_A%'

=> 'A' is the 2nd char from last ?

SELECT \* FROM EMP WHERE ENAME LIKE '%A\_'

=> name contains 4 chars ?

SELECT \* FROM EMP WHERE ENAME LIKE '\_\_\_\_'

=> list of employees joined in oct month ?

YYYY-MM-DD

SELECT \* FROM EMP WHERE HIREDATE LIKE '\_\_\_\_\_10\_\_\_'

=> employees joined in 2020 year ?

SELECT \* FROM EMP WHERE HIREDATE LIKE '2020%'

=> display employees name starts with 'A','K','R' ?

SELECT \* FROM EMP WHERE ENAME LIKE 'A%'

OR

ENAME LIKE 'K%'

OR

ENAME LIKE 'R%'

SELECT \* FROM EMP WHERE ENAME LIKE '[AKR]%'

=> employees name starts between 'A' and 'P' ?

SELECT \* FROM EMP WHERE ENAME LIKE '[A-P]%'

**IS operator :-**

-----------------

=> use IS operator for NULL comparision

WHERE COLNAME IS NULL

WHERE COLNAME IS NOT NULL

=>: employees not earning salary ?

SELECT \* FROM EMP WHERE SAL IS NULL

=> employees earning salary ?

SELECT \* FROM EMP WHERE SAL IS NOT NULL

summary :-

WHERE COLNAME IN (V1,V2,V3,---)

WHERE COLNAME BETWEEN V1 AND V2

WHERE COLNAME LIKE 'PATTERN'

WHERE COLNAME IS NULL

Question :-

1

SELECT \* FROM EMP WHERE JOB IN ('CLERK','MAN%')

A ERROR

B RETURNS CLERK & MANAGER

C RETURNS ONLY CLERK

D NONE

ANS :- C

2 SELECT \* FROM EMP WHERE JOB = 'CLERK' OR JOB LIKE 'MAN%'

ANS :- B

3 SELECT \* FROM EMP WHERE SAL BETWEEN 5000 AND 2000

A ERROR

B RETURNS ROWS

C RETURNS NO ROWS

D NONE

ANS :- C

WHERE SAL BETWEEN 2000 AND 5000 (SAL>=2000 AND SAL<=5000)

WHERE SAL BETWEEN 5000 AND 2000 (SAL>=5000 AND SAL<=2000)

**ALIAS :-**

-----------

=> alias means another name or alternative name

=> used to change column heading

syn :- COLNAM / EXPR [AS] ALIAS

=> display ENAME ANNUAL SALARY ?

SELECT ENAME,SAL\*12 AS ANNSAL FROM EMP

SELECT ENAME,SAL\*12 AS [ANNUAL SAL] FROM EMP

=> display ENAME SAL HRA DA TAX TOTSAL ?

HRA = house rent allowance = 20% ON SAL

DA = dearness allowance = 30% ON SAL

TAX = 10% ON SAL

TOTSAL = SAL + HRA + DA - TAX

SELECT ENAME,SAL,

SAL\*0.2 AS HRA,

SAL\*0.3 AS DA,

SAL\*0.1 AS TAX,

SAL + (SAL\*0.2) + (SAL \* 0.3) - (SAL \* 0.1) AS TOTSAL

FROM EMP

SACHIN 4000 800 1200 400 5600

**ORDER BY clause :-**

----------------------------

=> ORDER BY clause is used to sort table data based on one or more columns

either in ascending or in descending order.

SELECT columns

FROM tabname

[WHERE cond]

ORDER BY colname ASC/DESC

=> default order is ASC

=> arrange employee list name wise asc order ?

SELECT \*

FROM EMP

ORDER BY ENAME ASC

=> arrange sal wise desc order ?

SELECT \*

FROM EMP

ORDER BY SAL DESC

=> arrange employee list dept wise asc and with in dept sal wise desc ?

SELECT ENAME,SAL,DNAME

FROM EMP

ORDER BY DNAME ASC,SAL DESC

1 A 3000 HR 5 E 6000 HR

2 B 5000 SALES 1 A 3000 HR

3 C 4000 IT ============> 6 F 5000 IT

4 D 2000 SALES 3 C 4000 IT

5 E 6000 HR 2 B 5000 SALES

6 F 5000 IT 4 D 2000 SALES

=> arrange list dept wise asc and with in dept hiredate wise asc ?

SELECT ENAME,SAL,HIREDATE,DNAME

FROM EMP

ORDER BY DNAME ASC ,HIREDATE ASC

scenario :-

------------

STUDENTS

SNO SNAME M P C

1 A 80 90 70

2 B 60 50 70

3 C 90 80 70

4 D 90 70 80

=> arrange student list avg wise desc , m desc,p desc ?

SELECT \* , (M+P+C)/3 AS AVG

FROM STUDENTS

ORDER BY (M+P+C)/3 DESC,M DESC,P DESC

3 C 90 80 70

4 D 90 70 80

1 A 80 90 70

2 B 60 50 70

=> display students list along with avg who got distinction ?

SELECT \* , (M+P+C)/3 AS AVG

FROM STUDENTS

WHERE (M+P+C)/3 >= 70

ORDER BY (M+P+C)/3 DESC,M DESC,P DESC

**DISTINCT clause :-**

-------------------------

=> eliminates duplicates from the select statement output.

SELECT DISTINCT colname

Ex :-

SELECT DISTINCT DNAME FROM EMP

HR

IT

SALES

SELECT DISTINCT JOB FROM EMP

ANALYST

CLERK

MANAGER

**TOP clause :-**

-------------------

=> used to find top n rows

syn :- SELECT TOP <n> COLNAMES / \*

examples :-

=> display first 3 rows from emp table ?

SELECT TOP 3 \* FROM EMP

=> display top 3 highest paid employees ?

SELECT TOP 3 \*

FROM EMP

ORDER BY SAL DESC

=> display top 3 employees based on experience ?

SELECT TOP 3 \*

FROM EMP

ORDER BY HIREDATE ASC

=> display top 3 max salaries ?

SELECT TOP 3 SAL

FROM EMP

ORDER BY SAL DESC

summary :-

WHERE => to select specific rows

ORDER BY => to sort rows

DISTINCT => to eliminate duplicates

TOP => to select top n rows

DML commands :- (Data Manipulation Lang)

------------------------

INSERT

UPDATE

DELETE

MERGE

=> all DML commands acts on table data.
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**UPDATE :-**

----------------

=> command used to modify table data.

=> we can update all rows or specific rows

=> we can update single column or multiple columns

syn :-

UPDATE <TABNAME>

SET COLNAME = VALUE , COLNAME = VALUE , ---------

[WHERE CONDITION]

Ex :-

=> update all employees comm with 500 ?

UPDATE EMP SET COMM = 500

NOTE :-

=> in SQL SERVER operations are auto committed (saved)

=> to stop auto commit execute the following command

SET IMPLICIT\_TRANSACTIONS ON

=> after executing above command operations are not auotmatically committed

=> to save the operation execute commit.

=> to cancel the operation execute rollback.

=> update employees comm with 800 whose job is salesman and joined in 1981 year ?

UPDATE EMP

SET COMM = 800

WHERE JOB='SALESMAN'

AND

HIREDATE LIKE '1981%'

=> update sal with 1000 and comm with 800 whose empno = 7369 ?

UPDATE EMP

SET SAL = 1000 , COMM = 800

WHERE EMPNO = 7369

=> increment salaries by 20% and comm by 10% those working as CLERK,MANAGER ?

UPDATE EMP

SET SAL = SAL + (SAL\*0.2) , COMM = COMM + (COMM\*0.1)

WHERE JOB IN ('CLERK','MANAGER')

=> transfer employees from 10th dept to 30th dept ?

UPDATE EMP

SET DEPTNO = 30

WHERE DEPTNO = 10

scenario :-

PRODUCTS

prodid pname price category brand

=> increase samsung,oneplus,realme mobile phones price by 10% ?

UPDATE PRODUCTS

SET PRICE = PRICE + (PRICE\*0.1)

WHERE BRAND IN ('SAMSUNG','ONEPLUS','REALME')

AND

CATEGORY='MOBILES'

**DELETE command :-**

-----------------------------

=> command used to delete row/rows from table.

=> we can delete all rows or specific rows

syn :- DELETE FROM <TABNAME> [WHERE COND]

ex :-

=> delete all rows from emp table ?

DELETE FROM EMP

=> delete employees whose id = 7369 , 7566,7844 ?

DELETE FROM EMP WHERE EMPNO IN (7369,7566,7844)

**DDL commands :- (Data Definition Lang)**

------------------------

CREATE

ALTER

DROP

TRUNCATE

=> all DDL commands acts on table structure ( columns,datatype and size).

**ALTER command :-**

-------------------------

=> command used to modify table structure

=> using ALTER command we can

1 add columns

2 drop columns

3 modify a column

changing datatype

changing size

Adding column :-

-----------------------

ex :- add column gender to emp table ?

ALTER TABLE EMP

ADD GENDER CHAR(1)

=> after adding by default the new column is filled with nulls

=> use update command to insert data into the new column

UPDATE EMP SET GENDER='M' WHERE EMPNO = 7369

**Droping column :-**

------------------------

=> drop columns gender,comm from emp table ?

ALTER TABLE EMP

DROP COLUMN GENDER,COMM

Modifying a column :-

--------------------------

=> modify the empno column datatype to int ?

ALTER TABLE EMP

ALTER COLUMN EMPNO INT

=> increase size of ename to 20 ?

ALTER TABLE EMP

ALTER COLUMN ENAME VARCHAR(20)

ALTER TABLE EMP

ALTER COLUMN ENAME VARCHAR(5) => ERROR =>

some names contains more than 5 chars
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**DROP command :-**

-------------------------

=> command used to drop table from db

=> drops table structure along with data

syn :- DROP TABLE <tabname>

ex :- DROP TABLE STUDENTS

**TRUNCATE command :-**

--------------------------------

=> deletes all data from table but keeps structure

=> will empty the table.

=> releases memory allocated for table,

syn :- TRUNCATE TABLE <tabname>

Ex :- TRUNCATE TABLE EMP

DROP VS DELETE VS TRUNCATE :-

-------------------------------------------------

DROP DELETE/TRUNCATE

drops structure along with data deletes only data but not structure

DELETE VS TRUNCATE :-

------------------------------------

DELETE TRUNCATE

1 DML command DDL command

2 can delete all rows can delete only

and specific rows all rows but cannot

delete specific rows

3 where cond can where cond cannot

used with delete be used with truncate

4 deletes row-by-row deletes all rows at a time

5 slower faster

6 will not release memory releases memory

7 will not reset identity will reset identity

**SP\_RENAME :- ( SP -> stored procedure)**

----------------------

=> used to change table name or column name

SP\_RENAME ' OLD NAME ' , ' NEW NAME '

ex :-

=> rename table emp to employees ?

SP\_RENAME 'EMP','EMPLOYEES'

=> rename column comm to bonus ?

SP\_RENAME 'EMPLOYEES.COMM','BONUS'

Built-in Functions in SQL SERVER :-

------------------------------------------------

=> a function accepts some input performs some calculation and returns one value

**Types of functions :-**

-------------------------

1 DATE

2 STRING

3 NUMERIC

4 CONVERSION

5 SPECIAL

6 ANALYTICAL

7 AGGREGATE

**DATE functions :-**

-----------------------

**1 GETDATE() :-**

---------------------

=> returns current date & time

SELECT GETDATE() => 2023-07-12 12:03:08.503

--------------- ----------- ----

DATE TIME MS

**2 DATEPART() :-**

--------------------

=> used to extract part of the date

DATEPART(interval,date)

ex :-

SELECT DATEPART(YY,GETDATE()) => 2023

MM 07

DD 12

DW 4 (wed)

DY 193 (day of year)

HH hour part

MI minutes

SS seconds

Q 3

jan-mar 1

apr-jun 2

jul-sep 3

oct-de 4

=> display employees joined in 1980,1983,1985 ?

SELECT \*

FROM EMP

WHERE DATEPART(YY,HIREDATE) IN (1980,1983,1985)

=> employees joined in leap year ?

SELECT \*

FROM EMP

WHERE DATEPART(YY,HIREDATE)%4 = 0

=> employees joined in jan,apr,dec months ?

SELECT \*

FROM EMP

WHERE DATEPART(MM,HIREDATE) IN (1,4,12)

=> employees joined in 2nd quarter of 1981 year ?

SELECT \*

FROM EMP

WHERE DATEPART(YY,HIREDATE) = 1981

AND

DATEPART(Q,HIREDATE) = 2

**DATENAME() :-**

---------------------

=> similar to datepart used to extract part of the date

MM DW

DATEPART 7 4

DATENAME JULY WEDNESDAY

=> write a query to print on which day india got independence ?

SELECT DATENAME(DW,'1947-08-15') => Friday

=> display SMITH joined on FRIDAY

ALLEN joined on WEDNESDAY ?

SELECT ENAME + ' joined on ' + DATENAME(DW,HIREDATE)

FROM EMP
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**DATEDIFF() :-**

---------------------

=> returns difference between two dates in given interval

DATEDIFF(INTERVAL,START DATE,END DATE)

EX :-

SELECT DATEDIFF(YY,'2022-07-13',GETDATE()) => 1

MM => 12

DD => 365

=> display ENAME EXPERIENCE in years ?

SELECT ENAME,

DATEDIFF(YY,HIREDATE,GETDATE()) AS EXPERIENCE

FROM EMP

=> display ENAME EXPERIENCE ?

M years N months

experience = 40 months = 3 years 4 months

years = months/12 = 40/12 = 3

months = months%12 = 40%12 = 4

SELECT ENAME,

DATEDIFF(MM,HIREDATE,GETDATE()) /12 AS YEARS,

DATEDIFF(MM,HIREDATE,GETDATE())%12 AS MONTHS

FROM EMP

**FORMAT() :-**

-----------------

=> function used to display dates in different formats

FORMAT(DATE,'format')

ex :-

SELECT FORMAT(GETDATE(),'MM/dd/yy') => 07/13/23

SELECT FORMAT(GETDATE(),'dd.MM.yyyy') => 13.07.2023

SELECT FORMAT(GETDATE(),'dd.MM.yyyy hh:mm') => 13.07.2023 11:46

SELECT ENAME,FORMAT(HIREDATE,'MM/dd/yy') AS HIREDATE FROM EMP

scenario :-

--------------

INSERT INTO EMP(EMPNO,ENAME,JOB,SAL,HIREDATE)

VALUES(999,'ABC','CLERK',5000,GETDATE())

=> list of employees joined today ?

SELECT \*

FROM EMP

WHERE HIREDATE = GETDATE() => NO ROWS

2023-07-13 = 2023-07-13 11:58:20.123

=> "=" comparision with getdate() always fails , to overcome this problem use format function

SELECT \*

FROM EMP

WHERE HIREDATE = FORMAT(GETDATE(),'yyyy-MM-dd')

2023-07-13 = 2023-07-13

**DATEADD() :-**

------------------

=> function used to add / subtract days,years,months to / from a date

DATEADD(INTERVAL,INT,DATE)

SELECT DATEADD(DD,10,GETDATE()) => 2023-07-23

SELECT DATEADD(MM,2,GETDATE()) => 2023-09-13

SELECT DATEADD(MM,-2,GETDATE()) => 2023-05-13

scenario :-

---------------

GOLD\_RATES

DATEID RATE

2020-01-01 ?

2020-01-02 ?

2023-07-13 ?

1 display today's gold rate ?

2 display yesterday's gold rate ?

3 SELECT \*

FROM GOLD\_RATES

WHERE DATEID = FORMAT(DATEADD(DD,-1,GETDATE()),'yyyy-MM-dd')

4 display last year same day gold rate ?

1

SELECT \*

FROM GOLD\_RATES

WHERE DATEID = FORMAT(GETDATE(),'yyyy-MM-dd')

2

SELECT \*

FROM GOLD\_RATES

WHERE DATEID = FORMAT(DATEADD(DD,-1,GETDATE()),'yyyy-MM-dd')

3

SELECT \*

FROM GOLD\_RATES

WHERE DATEID = FORMAT(DATEADD(MM,-1,GETDATE()),'yyyy-MM-dd')

4

SELECT \*

FROM GOLD\_RATES

WHERE DATEID = FORMAT(DATEADD(YY,-1,GETDATE()),'yyyy-MM-dd')

5 display last 1 month gold rates ?

2023-06-13 ?

2023-07-13 ?

SELECT \*

FROM GOLD\_RATES

WHERE DATEID BETWEEN

FORMAT(DATEADD(MM,-1,GETDATE()),'yyyy-MM-dd')

AND

FORMAT(GETDATE(),'yyyy-MM-dd')

**EOMONTH() :-**

---------------------

=> returns last day of the month

EOMONTH(DATE,INT)

SELECT EOMONTH(GETDATE(),0) => 2023-07-31

SELECT EOMONTH(GETDATE(),1) => 2023-08-31

SELECT EOMONTH(GETDATE(),-1) => 2023-06-30

=> display next month 1st day ?

=> display current month 1st day ?

=> display next year 1st day ?

=> display current year 1st day ?

**STRING fuctions :-**

-------------------------

**UPPER() :-**

---------------

=> converts string to uppercase

UPPER(string)

ex :-

SELECT UPPER('hello') => HELLO

**LOWER() :-**

---------------

=> converts string to lowercase

LOWER(string)

SELECT LOWER('HELLO') => hello

=> display EMPNO ENAME SAL ? display names in lowercase ?

SELECT EMPNO,LOWER(ENAME) AS ENAME,SAL FROM EMP

=> convert names to lowercase in table ?

update emp set ename = lower(ename)
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-------------

**LEN() :-**

-----------

=> returns string length i.e. no of characters

LEN(string)

ex :-

SELECT LEN('hello welcome') => 13

SELECT EMPNO,ENAME,LEN(ENAME) AS LEN FROM EMP

=> display employees name contains 5 chars ?

SELECT \*

FROM EMP

WHERE LEN(ENAME) = 5

**LEFT() :-**

-----------

=> returns character starting from left

LEFT(string,len)

SELECT LEFT('hello welcome',5) => hello

=> employees name starts with 's' ?

WHERE ENAME LIKE 's%'

SELECT \* FROM EMP WHERE LEFT(ENAME,1) = 's'

=> generate emailids for employees ?

empno ename emailid

7369 smith smi736@tcs.com

7499 allen all749@tcs.com

SELECT empno,ename,

LEFT(ename,3) + LEFT(empno,3) + '@tcs.com' as emailid

FROM emp

=> store emailids in db ?

step 1 :- add emailid column to emp table

ALTER TABLE EMP

ADD EMAILID VARCHAR(30) ;

step 2 :- update the column with emailids

UPDATE EMP

SET EMAILID = LEFT(ename,3) + LEFT(empno,3) + '@tcs.com'

**RIGHT() :-**

--------------

=> returns character starting from right side

RIGHT(STRING,LEN)

SELECT RIGHT('hello welcome',7) => welcome

=> employees name starts and ends with same char ?

SELECT \*

FROM EMP

WHERE LEFT(ENAME,1) = RIGHT(ENAME,1)

**SUBSTRING() :-**

----------------------

=> returns characters starting from specific position

SUBSTRING(string,start,len)

SELECT SUBSTRING('hello welcome',7,4) => welc

SELECT SUBSTRING('hello welcome',10,3) => com

**REPLICATE() :-**

--------------------

=> repeats character for given no of times

REPLICATE(char,len)

SELECT REPLICATE('\*',5) => \*\*\*\*\*

display ENAME SAL ?

\*\*\*\*

SELECT ENAME,REPLICATE('\*',LEN(SAL)) AS SAL FROM EMP

SMITH \*\*\*\*\*\*

ALLEN \*\*\*\*\*\*\*

=>

ACCOUNTS

ACCNO PHONE

123456789573 9876543292

1 your a/c no XXXX9573 debited -----

REPLICATE('X',4) + RIGHT(ACCNO,4)

2 display phone as 98XXXXX892

LEFT(PHONE,2) + REPLICATE('X',5) + RIGHT(PHONE,3)

**REPLACE() :-**

-------------------

=> used to replace one string with another string.

REPLACE(str1,str2,str3)

=> in str1 , str2 replaced with str3

SELECT REPLACE('hello','ell','abc') => habco

SELECT REPLACE('hello','l','abc') => heabcabco

SELECT REPLACE('hello','elo','abc') => hello

SELECT REPLACE('@@he@@ll@@o@@','@','') => hello

**TRANSLATE() :-**

----------------------

=> used to translate one char to another char

TRANSLATE(str1,str2,str3)

SELECT TRANSLATE('hello','elo','abc') => habbc

e => a

l => b

o => c

NOTE :-

=> translate function can be used to encrypt data i.e. converting plain text

to cipher text.

SELECT ENAME,

TRANSLATE(SAL,'0123456789.' , '$kT\*b^%&@#!') as SAL

FROM EMP

JONES 2975.00 T#&^!$$
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**CHARINDEX() :-**

----------------------

=> returns position of a character in string.

CHARINDEX(char , string,[start])

ex :-

SELECT CHARINDEX('O','HELLO WELCOME') => 5

SELECT CHARINDEX('X','HELLO WELCOME') => 0

SELECT CHARINDEX('O','HELLO WELCOME',6) => 11

SELECT CHARINDEX('E','HELLO WELCOME',10) => 13

Assignment :-

CUST

CID CNAME

10 SACHIN TENDULKAR

11 VIRAT KOHLI

=> display CID FNAME LNAME ?

10 SACHIN TENDULKAR

using :- SUBSTRING , CHARINDEX

**STUFF() :-**

--------------

=> similar to replace used to replace a string based on start and length

STUFF(string1,start,len,string2)

SELECT STUFF('hello welcome',10,4,'abc') => hello welabc

SELECT STUFF('a,b,c,d,',8,1,'') => a,b,c,d

**Numeric functions :-**

--------------------------

rounding numbers :-

---------------------------

ROUND

FLOOR

CEILING

38.45678955 => 38

38.45

38.4567

**ROUND() :-**

-----------------

=> rounds number to integer or to decimal places based on avg.

ROUND(number,decimal places)

ex :-

SELECT ROUND(38.4567,0) => 38

38------------------------38.5---------------------------39

number >= avg => rounded to highest

number < avg => rounded to lowest

SELECT ROUND(38.5567,0) => 39

SELECT ROUND(38.4567,2) => 38.46

SELECT ROUND(38.4537,2) => 38.45

SELECT ROUND(386,-2) => 400

300---------------------350-----------------------400

SELECT ROUND(386,-1) => 390

380------------------------385--------------------------390

SELECT ROUND(386,-3) => 0

0-------------------------------500---------------------------1000

SELECT ROUND(4567,-1),ROUND(4567,-2),ROUND(4567,-3)

O/P :- 4570 4600 5000

**FLOOR() :-**

=> always rounds number to lowest

FLOOR(number)

SELECT FLOOR(3.9) => 3

**CEILING() :-**

-----------------

=> rounds number always to highest

CEILING(number)

SELECT CEILING(3.1) => 4

=> round employees salaries to hundreds ?

UPDATE EMP SET SAL = ROUND(SAL,-2)

**conversion :-**

-----------------

=> used to convert one datatype to another datatype.

1 CAST

2 CONVERT

**CAST :-**

-------------

CAST(source-value as target-type)

EX :-

SELECT CAST(10.5 AS INT) => 10

SELECT CAST(10 AS DECIMAL(5,3)) => 10.000

=> display smith earns 800

allen earns 1600 ?

SELECT ENAME + ' earns ' + CAST(SAL AS VARCHAR)

FROM EMP

=> display smith joined on 1980-12-17 as clerk ?

SELECT

ename + ' joined on ' + CAST(hiredate AS VARCHAR) + ' as ' + job

FROM emp

**CONVERT() :-**

------------------

CONVERT(TARGET-TYPE,SOURCE-VALUE)

SELECT CONVERT(INT,10.5) => 10

**special functions :-**

-----------------------------

**ISNULL() :-**

---------------

=> used to convert null values

ISNULL(arg1,arg2)

if arg1 = null returns arg2

if arg1 <> null returns arg1 only

SELECT ISNULL(100,200) => 100

SELECT ISNULL(NULL,200) => 200

display ENAME SAL COMM TOTSAL ?

SELECT ENAME,SAL,COMM,SAL+ISNULL(COMM,0) AS TOTSAL

FROM EMP

SMITH 800 NULL 800

ALLEN 1600 300 1900

=> display ENAME SAL COMM ?

if comm = NULL display NO COMM

SELECT ENAME,SAL,

ISNULL(CAST(COMM AS VARCHAR),'NO COMM') AS COMM

FROM EMP
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**Analytical Functions / Window Functions :-**

-------------------------------------------------------

**RANK() & DENSE\_RANK() :-**

---------------------------------------

=> both functions are used to find ranks

=> ranks are based on some colum

=> for rank functions data must be sorted

RANK() OVER (ORDER BY COLNAME ASC/DESC , ---------)

DENSE\_RANK() OVER (ORDER BY COLNAME ASC/DESC,---)

Examples :-

=> find the ranks of the employees based on sal and highest paid should get 1st rank ?

SELECT empno,ename,sal,

RANK() OVER (ORDER BY sal DESC) as rnk

FROM emp

SELECT empno,ename,sal,

DENSE\_RANK() OVER (ORDER BY sal DESC) as rnk

FROM emp

difference between rank & dense\_rank ?

1 rank function generates gaps but dense\_rank will not generate gaps

2 in rank function ranks may no be in sequence but in dense\_rank ranks are always in sequence

SAL RNK DRNK

5000 1 1

4000 2 2

3000 3 3

3000 3 3

3000 3 3

2000 6 4

2000 6 4

1000 8 5

=> find ranks of the employees based on sal , if salaries are same then ranking should be

based on hiredate ?

SELECT empno,ename,hiredate,sal,

DENSE\_RANK() OVER (ORDER BY sal DESC,hiredate ASC) as rnk

FROM emp

king 1981-11-17 5000.00 1

abc 2023-07-13 5000.00 2

jones 1981-04-02 3000.00 3

ford 1981-12-03 3000.00 4

scott 1982-12-09 3000.00 5

blake 1981-05-01 2900.00 6

=>

STUDENT

SNO SNAME M P C

1 A 80 90 70

2 B 70 60 50

3 C 90 70 80

4 D 90 80 70

=> find ranks of the students based on total desc, m desc,p desc ?

**PARTITION BY clause :-**

-------------------------------

=> used to find ranks with in group , for ex to find ranks with in dept first divide the

table dept wise and apply rank functions on each dept instead of applying it on whole table

SELECT empno,ename,sal,deptno,

dense\_rank() over (partition by deptno

order by sal desc) as rnk

FROM emp

10

5000 1

2450 2

1300 3

20

3000 1

3000 1

2975 2

1100 3

800 4

**ROW\_NUMBER() :-**

-------------------------

=> returns record numbers based on some column

=> data must be sorted

SELECT empno,ename,sal,

row\_number() over (order by sal desc) as rnk

FROM emp

SAL RNK DRNK RNO

5000 1 1 1

4000 2 2 2

3000 3 3 3

3000 3 3 4

3000 3 3 5

2000 6 4 6

2000 6 4 7

1000 8 5 8

**Aggregate Functions / Multi-row functions :-**

-----------------------------------------------------------

=> these functions process multiple rows and returns one value

**MAX() :-**

-----------

=> returns maximum value

MAX(arg)

SELECT MAX(SAL) FROM EMP => 5000.00

SELECT MAX(HIREDATE) FROM EMP => 1983-01-12

SELECT MAX(ENAME) FROM EMP => ward

**MIN() :-**

----------

=> returns minimum value

MIN(arg)

SELECT MIN(SAL) FROM EMP => 800

**SUM() :-**

----------

=> returns total

SUM(arg)

SELECT SUM(SAL) FROM EMP => 29300.00

=> round total sal to thousands ?

SELECT ROUND(SUM(SAL) , -3) FROM EMP => 29000

29000-------------------29500------------------------30000

=> after rounding display total sal with thousand seperator ?

SELECT CONVERT(VARCHAR , ROUND(SUM(SAL) , -3) , 1 ) AS TOTSAL

FROM EMP

O/P :- 29,000.00

=> calculate total sal including comm ?

SELECT SUM(SAL+COMM) AS TOTSAL FROM EMP => 7900

SAL COMM SAL+COMM

5000 NULL NULL

4000 500 4500

3000 NULL NULL

SUM(SAL) = 12000

SUM(SAL+COMM) = 4500

SELECT SUM(SAL+ISNULL(COMM,0)) AS TOTSAL FROM EMP => 31500

SAL COMM SAL+ISNULL(COMM,0)

5000 NULL 5000

4000 500 4500

3000 NULL 3000

SUM(SAL) = 12000

SUM(SAL+ISNULL(COMM,0)) = 12500

**AVG() :-**

------------

=> returns average value

AVG(arg)

SELECT AVG(SAL) FROM EMP => 2092.8571

=> round avg sal to highest integer

SELECT CEILING(AVG(SAL)) FROM EMP => 2093.00
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**COUNT(\*) :-**

-----------------

=> returns no of rows in a table.

SELECT COUNT(\*) FROM EMP

=> no of employees joined in 1981 year ?

SELECT COUNT(\*)

FROM EMP

WHERE DATEPART(YY,HIREDATE) = 1981

=> no of employees joined on sunday ?

SELECT COUNT(\*)

FROM EMP

WHERE DATENAME(dw,HIREDATE) = 'SUNDAY'

=> no of employees joined in 2nd quarter of 1981 year ?

SELECT COUNT(\*)

FROM EMP

WHERE DATEPART(YY,HIREDATE)=1981

AND

DATEPART(Q,HIREDATE) = 2

NOTE :-

=> aggregate functions are not allowed in where clause and they are allowed only in

SELECT,HAVING clauses.

SELECT ENAME

FROM EMP

WHERE SAL = MAX(SAL) => ERROR

summary :-

DATE :- datepart,datename,datediff,dateadd,format,eomonth

STRING :- upper,lower,len,left,right,substring,replicate,replace,translate,stuff,charindex

NUMERIC :- round,floor,ceiling

CONVERSION :- cast,convert

SPECIAL :- isnull

ANALYTICAL :- rank,dense\_rank,row\_number

AGGREGATE :- max,min,sum,avg,count(\*)

==================================================================

**CASE statement :-**

-------------------------

=> case statement is similar to switch case.

=> used to implement if-else in sql.

=> using case statement we can return values based on condition.

=> case statements are 2 types

1 simple case

2 searched case

**simple case :-**

------------------

CASE COLNAME

WHEN VALUE1 THEN RETURN EXPR1

WHEN VALUE2 THEN RETURN EXPR2

---------------------

ELSE RETURN EXPR

END

=> DISPLAY ENAME JOB ?

IF JOB=CLERK DISPLAY WORKER

MANAGER BOSS

PRESIDENT BIG BOSS

OTHERS EXECUTIVE

SELECT ENAME,

CASE JOB

WHEN 'CLERK' THEN 'WORKER'

WHEN 'MANAGER' THEN 'BOSS'

WHEN 'PRESIDENT' THEN 'BIG BOSS'

ELSE 'EXECUTIVE'

END AS JOB

FROM EMP

=> increment employee salaries as follows ?

IF deptno = 10 incr sal by 10%

20 15%

30 20%

others 5%

UPDATE EMP

SET SAL = CASE DEPTNO

WHEN 10 THEN SAL + (SAL\*0.1)

WHEN 20 THEN SAL + (SAL\*0.15)

WHEN 30 THEN SAL + (SAL\*0.2)

ELSE SAL + (SAL\*0.05)

END

**searched case :-**

------------------------

=> use searched case when conditions not based on "=" i.e. based on > < between operators

CASE

WHEN COND1 THEN RETURN EXPR1

WHEN COND2 THEN RETURN EXPR2

----------------------------

ELSE RETURN EXPR

END

=> display ENAME SAL SALRANGE ?

IF SAL > 3000 DISPLAY HISAL

SAL < 3000 DISPLAY LOSAL

SAL=3000 AVGSAL

SELECT ENAME,SAL,

CASE

WHEN SAL>3000 THEN 'HISAL'

WHEN SAL<3000 THEN 'LOSAL'

ELSE 'AVGSAL'

END AS SALRANGE

FROM EMP

=> display SNO TOTAL AVG RESULT ?

STUDENT

SNO SNAME S1 S2 S3

1 A 80 90 70

2 B 30 50 60

SELECT SNO,

S1+S2+S3 AS TOTAL,

(S1+S2+S3)/3 AS AVG,

CASE

WHEN S1>=35 AND S2>=35 AND S3>=35 THEN 'PASS'

ELSE 'FAIL'

END AS RESULT

FROM STUDENT
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**GROUP BY clause :-**

--------------------------

=> GROUP BY clause groups rows based on one or more columns to calculate

min,max,sum,avg,count for each group. For ex to calculate total sal paid to

each dept first we need to group rows based on dept and apply sum(sal) function

on each dept instead of applying on whole table.

EMP

EMPNO ENAME SAL DEPTNO

1 A 5000 10

2 B 4000 20 GROUP BY 10 7000

3 C 3000 30 ==================> 20 8000

4 D 2000 10 30 3000

5 E 4000 20

detailed data summarized data

=> GROUP BY clause converts detailed data into summarized data which is useful

for analysis.

syn :-

SELECT columns

FROM tabname

[WHERE cond]

GROUP BY col1,col2,---

[HAVING cond]

[ORDER BY colname ASC/DESC]

**Execution :-**

**FROM**

**WHERE**

**GROUP BY**

**HAVING**

**SELECT**

**ORDER BY**

=> display dept wise total salary ?

SELECT DEPTNO,SUM(SAL) AS TOTSAL

FROM EMP

GROUP BY DEPTNO

10 8800.00

20 10900.00

30 9600.00

FROM EMP :-

--------------------

EMP

EMPNO ENAME SAL DEPTNO

1 A 5000 10

2 B 4000 20

3 C 3000 30

4 D 2000 10

5 E 4000 20

GROUP BY DEPTNO :-

------------------------------

10 1 A 5000

4 D 2000

20 2 B 4000

5 E 4000

30 3 C 3000

SELECT DEPTNO,SUM(SAL) AS TOTSAL :-

----------------------------------------------------------

10 7000

20 8000

30 3000

=> display job wise no of employees ?

SELECT JOB,COUNT(\*) AS CNT

FROM EMP

GROUP BY JOB

=> display year wise no of employees joined ?

SELECT DATEPART(YY,HIREDATE) AS YEAR,COUNT(\*) AS CNT

FROM EMP

GROUP BY DATEPART(YY,HIREDATE)

=> display day wise no of employees joined ?

SELECT DATENAME(DW,HIREDATE) AS DAY,COUNT(\*) AS CNT

FROM EMP

GROUP BY DATENAME(DW,HIREDATE)

=> display month wise no of employees joined in 1981 year ?

SELECT DATENAME(MM,HIREDATE) AS MONTH,COUNT(\*) AS CNT

FROM EMP

WHERE DATEPART(YY,HIREDATE)=1981

GROUP BY DATENAME(MM,HIREDATE)

=> find the departments having more than 3 employees ?

SELECT DEPTNO,COUNT(\*) AS CNT

FROM EMP

WHERE COUNT(\*) > 3

GROUP BY DEPTNO => ERROR

sql server cannot calculate dept wise count before group by and it can calculate only

after group by , so apply the condition COUNT(\*) > 3 after group by using HAVING clause

SELECT DEPTNO,COUNT(\*) AS CNT

FROM EMP

GROUP BY DEPTNO

HAVING COUNT(\*) > 3

**WHERE VS HAVING :-**

-------------------------------

WHERE HAVING

1 selects specific rows selects specific groups

2 conditions executed before group by conditions executed after group by

3 use where clause if cond doesn't use having clause if cond

contain aggregate function contains aggregate function

=> find southern states having more than 5CR population ?

PERSONS

AADHARNO NAME GENDER AGE ADDR CITY STATE

SELECT STATE,COUNT(\*)

FROM PERSONS

WHERE STATE IN ( 'AP','TS','KA','KL','TN')

GROUP BY STATE

HAVING COUNT(\*) > 50000000
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=> display dept wise total salaries where deptno = 10,20 and sum(sal) > 10000 ?

select deptno,sum(sal)

from emp

where deptno in (10,20)

group by deptno

having sum(sal) > 10000

Grouping based on multiple columns :-

---------------------------------------------------

=> display dept wise and with in dept job wise no of employees ?

SELECT deptno,job,COUNT(\*) as cnt

FROM emp

GROUP BY deptno,job

ORDER BY deptno ASC

10 CLERK 1

MANAGER 1

PRESIDENT 1

20 ANALYST 2

CLERK 2

` MANAGER 1

30 CLERK 1

MANAGER 2

SALESMAN 4

=>

PERSONS

AADHARNO NAME GENDER AGE ADDR CITY STATE

display state wise and with in state gender wise population ?

SELECT STATE,GENDER,COUNT(\*) AS CNT

FROM EMP

GROUP BY STATE,GENDER

ORDER BY STATE ASC

AP MALE ?

FEMALE ?

AR MALE ?

FEMALE ?

=> display duplicate records ?

EMP11

ENO ENAME SAL

1 A 5000

2 B 6000

1 A 5000

2 B 6000

3 C 4000

SELECT ENO,ENAME,SAL

FROM EMP11

GROUP BY ENO,ENAME,SAL

HAVING COUNT(\*) > 1

1 A 5000

2 B 6000

=====================================================================

**INTEGRITY CONSTRAINTS**

--------------------------------------

=> Integrity Constraints are rules to maintain Data Quality.

=> used to prevent users from entering invalid data.

=> used to enforce rules like min bal must be 1000.

=> different integrity constraints in sql server

**1 NOT NULL**

**2 UNIQUE**

**3 PRIMARY KEY**

**4 CHECK**

**5 FOREIGN KEY**

**6 DEFAULT**

=> above constraints can be declared in two ways.

1 COLUMN LEVEL

2 TABLE LEVEL

**COLUMN LEVEL :-**

-----------------------

=> if constraints are declared immediately after declaring column then it is called column level

**NOT NULL :-**

-----------------

=> NOT NULL constraint doesn't accept null values.

=> a column declared with NOT NULL is called mandatory column.

ex :-

CREATE TABLE EMP15

(

ENO INT,

ENAME VARCHAR(10) NOT NULL

)

INSERT INTO EMP15 VALUES(1,NULL) => ERROR

INSERT INTO EMP15 VALUES(2,'B')

**UNIQUE :-**

----------------

=> unique constraint doesn't accept duplicates

ex :-

CREATE TABLE CUST

(

CID INT ,

CNAME VARCHAR(10),

EMAILID VARCHAR(20) UNIQUE

)

INSERT INTO CUST VALUES(10,'A','abc@gmail.com')

INSERT INTO CUST VALUES(11,'B','abc@gmail.com') => ERROR

INSERT INTO CUST VALUES(12,'C',NULL)

INSERT INTO CUST VALUES(13,'D',NULL) => ERROR

**PRIMARY KEY :-**

-----------------------

=> primary key doesn't accept duplicates and nulls.

=> it is combination of unique & not null.

=> in tables one column must be there to uniquely identify the records and that

column must be declared with primary key.

ex :-

CREATE TABLE EMP16

(

EMPID INT PRIMARY KEY,

ENAME VARCHAR(10) NOT NULL

)

INSERT INTO EMP16 VALUES(100,'A')

INSERT INTO EMP16 VALUES(100,'B') => ERROR

INSERT INTO EMP16 VALUES(NULL,'A') => ERROR

=> only one primary key is allowed per table , if we want multiple primary keys then

declare one column with primary key and other columns with unique not null.

CREATE TABLE CUST

(

CUSTID INT PRIMARY KEY,

NAME VARCHAR(10) NOT NULL,

AADHARNO NUMERIC(12) UNIQUE NOT NULL ,

PANNO CHAR(10) UNIQUE NOT NULL

)

difference between UNIQUE & PRIMARY KEY ?

UNIQUE PRIMARY KEY

1 allows one null doesn't allow null

2 multiple columns only one column

can be declared can be declared with primary key

with unique

candidate key :-

--------------------

=> a field eligible for primary key is called candidate key

ex :-

VEHICLE

VEHNO VNAME MODEL COST CHASSISNO

candidate keys :- VEHNO,CHASSISNO

primary key :- VEHNO

secondary key :- CHASSISNO

or

alternate key

=> while creating table secondary keys are declared with UNIQUE NOT NULL.
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**check :-**

--------

=> use check constraint when rule based on conditions

syn :- CHECK(condition)

ex :- sal must be min 3000

CREATE TABLE emp11

(

empno INT PRIMARY KEY,

ename VARCHAR(10) NOT NULL,

sal MONEY CHECK(sal>=3000)

)

INSERT INTO emp11 VALUES(100,'A',1000) => ERROR

INSERT INTO emp11 VALUES(101,'B',5000)

INSERT INTO emp11 VALUES(102,'C',NULL) => ACCEPTED

NOTE :- check constraint allows null values

ex 2 :- gender must be 'm','f'

gender char(1) check(gender IN ('m','f'))

ex 3 :- amt must be multiple of 100

amt money check(amt%100=0)

ex 4 :- pwd must be min 6 chars

pwd varchar(12) check(len(pwd)>=6)

ex 5 :- emailid must contain '@'

must end with '.com' or '.co' or '.in'

emailid varchar(30)

check(emailid like '%@%'

and

(

emailid like '%.com'

OR

emailid like '%.co'

OR

emailid like '%.in'

))

**foreign key :-**

--------------

=> foreign key is used to establish relationship

between two tables.

=> to establish relationship take pk of one table

and add it to another table as fk and declare

with references constraint.

example :-

dept

dno(pk) dname loc

10 hr hyd

20 it blr

emp

empno ename sal dno references dept(dno)

1 a 4000 10

2 b 3000 20

3 c 2000 90 => not accepted

4 d 3000 10

5 e 2000 null

=> values entered in fk column should match with

values entered in pk column.

=> fk allows duplicates and nulls.

=> after declaring fk a relationship is created

between two tables called parent/child relationship.

=> pk table is parent and fk table is child.

create table dept55

(

dno int primary key,

dname varchar(10) unique not null

)

insert into dept55 values(10,'hr'),(20,'it')

create table emp55

(

empno int primary key,

ename varchar(10) not null,

sal money check(sal between 5000 and 10000),

dno int references dept55(dno)

)

insert into emp55 values(1,'A',5000,10)

insert into emp55 values(2,'B',6000,90) => error

insert into emp55 values(3,'C',6000,10)

insert into emp55 values(4,'D',7000,NULL)
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Relationship Types :-

----------------------

1 one to one (1:1)

2 one to many (1:m)

3 many to one (m:1)

4 many to many (m:n)

=> by default sql server creates one to many (1:m) relationship

between two tables

how to establish 1:1 relationship :-

-------------------------------------

DEPT MGR

DNO DNAME MGRNO MNAME DNO REFERENCES DEPT(DNO)

10 HR 100 A 10 UNIQUE

20 IT 101 B 20

=> in the above example relationship between DEPT & MGR is one to one

=> to establish 1:1 relationship declare foreign key with unique

constraint.

CREATE TABLE dept88

(

dno int PRIMARY KEY,

dname VARCHAR(10) UNIQUE NOT NULL

)

INSERT INTO dept88 VALUES(10,'HR'),(20,'IT')

CREATE TABLE mgr

(

mgrno INT PRIMARY KEY,

mname VARCHAR(10) NOT NULL,

dno INT REFERENCES dept88(dno) UNIQUE

)

INSERT INTO mgr VALUES(1,'A',10)

INSERT INTO mgr VALUES(2,'B',10) => ERROR

INSERT INTO mgr VALUES(3,'C',90) => ERROR

How to establish many to many relationship :-

----------------------------------------------

STUDENT COURSE

SID SNAME CID CNAME

1 A 10 .NET

2 B 11 SQL

=> in the above example one student can register for many courses

and one course can be taken by many students so relationship

between student and course is many to many.

=> to establish many to many relationship create 3rd table and

add primary keys of both tables as foreign keys.

REGISTRATIONS

SID CID DOR FEE

1 10 ? ?

1 11 ? ?

2 10 ? ?

CREATE TABLE STUDENT

(

SID INT PRIMARY KEY,

SNAME VARCHAR(10) NOT NULL

)

INSERT INTO STUDENT VALUES(1,'A'),(2,'B')

CREATE TABLE COURSE

(

CID INT PRIMARY KEY,

CNAME VARCHAR(10) NOT NULL

)

INSERT INTO COURSE VALUES(10,'.NET'),(11,'SQL')

CREATE TABLE REGISTRATIONS

(

SID INT REFERENCES STUDENT(SID) ,

CID INT REFERENCES COURSE(CID),

DOR DATE,

FEE MONEY

)

INSERT INTO REGISTRATIONS VALUES(1,10,GETDATE(),3000)

INSERT INTO REGISTRATIONS VALUES(1,11,GETDATE(),3000)

INSERT INTO REGISTRATIONS VALUES(2,10,GETDATE(),3000)

TABLE LEVEL :-

--------------

=> if constraints are declared after declaring all columns then it is

called table level.

=> use table level to declare constraints for multiple or combination

of columns .

CREATE TABLE <tabname>

(

col1 datatype(size) ,

col2 datatype(size),

------------------- ,

constraint(col1,col2,---)

)

**Declaring check constraint at table level :-**

---------------------------------------------

PRODUCTS

PRODID PNAME PRICE MFD\_DT EXP\_DT

100 A 100 2023-07-01 2023-01-01 INVALID

RULE :- EXP\_DT > MFD\_DT

CREATE TABLE PRODUCTS

(

PRODID INT PRIMARY KEY,

PNAME VARCHAR(10) NOT NULL,

MFD\_DT DATE,

EXP\_DT DATE,

CHECK(EXP\_DT > MFD\_DT)

)

INSERT INTO PRODUCTS VALUES(100,'A','2023-07-01','2023-01-01') => ERROR

INSERT INTO PRODUCTS VALUES(100,'A','2023-01-01',GETDATE())
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**composite primary key :-**

------------------------

=> if primary key declared for combination of columns then it is called

composite primary key.

=> in some tables we may not be able to uniquely identify

records by using single column and we need combination of

columns to uniquely identify and that combination should

be declared primary key at table level.

=> in composite primary key combination should not be duplicate.

ex :-

STUDENT COURSE

SID SNAME CID CNAME

1 A 10 .NET

2 B 11 SQL

REGISTRATIONS

SID CID DOR FEE

1 10 ? ?

1 11 ? ?

2 10 ? ?

=> in the above example sid,cid combination uniquely identifies records

so declare this combination as primary key at table level.

CREATE TABLE STUDENT

(

SID INT PRIMARY KEY,

SNAME VARCHAR(10)

)

INSERT INTO STUDENT VALUES(1,'A'),(2,'B')

CREATE TABLE COURSE

(

CID INT PRIMARY KEY,

CNAME VARCHAR(10)

)

INSERT INTO COURSE VALUES(10,'.NET'),(11,'SQL')

CREATE TABLE REGISTRATIONS

(

SID INT REFERENCES STUDENT(SID),

CID INT REFERENCES COURSE(CID),

DOR DATE,

FEE MONEY,

PRIMARY KEY(SID,CID)

)

INSERT INTO REGISTRATIONS VALUES(1,10,GETDATE(),4000)

INSERT INTO REGISTRATIONS VALUES(1,11,GETDATE(),4000)

INSERT INTO REGISTRATIONS VALUES(1,10,GETDATE(),4000) => ERROR

INSERT INTO REGISTRATIONS VALUES(2,10,GETDATE(),4000)

=> identify primary key and write create table script ?

SALES

DATEID PRODID CUSTID QTY AMT

2023-07-25 100 10 1 2000

2023-07-25 101 10 1 1000

2023-07-25 100 11 1 2000

2023-07-26 100 10 1 2000

which of the following constraint cannot be declared at table level ?

A UNIQUE

B CHECK

C NOT NULL

D PRIMARY KEY

E FOREIGN KEY

ANS :- C

**DEFAULT** :-

-----------

=> a column can be declared with default value

ex :- hiredate date default getdate()

=> while inserting data , if we skip hiredate then sql server

inserts default value.

ex :-

CREATE TABLE emp88

(

empno int primary key,

ename varchar(10) not null,

hiredate date default getdate()

)

INSERT INTO emp88(empno,ename) VALUES(100,'A')

INSERT INTO emp88 VALUES(101,'B','2023-01-01')

INSERT INTO emp88 VALUES(102,'C',NULL)

SELECT \* FROM EMP88

100 A 2023-07-26

101 B 2023-01-01

102 C NULL

Assignment :-

-------------

ACCOUNTS

ACCNO ACTYPE BAL

Rules :-

1 accno should not be duplicate & null

2 actype must be 'S' OR 'C'

3 bal must be min 1000

TRANSACTIONS

TRID TTYPE TDATE TAMT ACCNO

Rules :-

1 trid should not be duplicate & null

2 tdate must be getdate

3 ttype must be 'w' or 'd'

4 tamt must be multiple of 100

5 accno should match with accounts table accno

DELETE rules :-

----------------

ON DELETE NO ACTION (DEFAULT)

ON DELETE CASCADE

ON DELETE SET NULL

=> these rules are declared with foreign key.

=> these rules specifies how child rows are affected if parent row is

deleted.

ON DELETE NO ACTION :-

----------------------

=> parent row cannot be deleted if associated with child rows

CREATE TABLE DEPT99

(

DNO INT PRIMARY KEY,

DNAME VARCHAR(10)

)

INSERT INTO DEPT99 VALUES(10,'HR'),(20,'IT')

CREATE TABLE EMP99

(

EMPNO INT PRIMARY KEY,

ENAME VARCHAR(10),

DNO INT REFERENCES DEPT99(DNO)

)

INSERT INTO EMP99 VALUES(1,'A',10),(2,'B',10)

DELETE FROM DEPT99 WHERE DNO=10 => ERROR

scenario :-

ACCOUNTS

ACCNO BAL

100

101

LOANS

LOANID TYPE AMT ACCNO REFERENCES ACCOUNTS(ACCNO)

1 H 30 100

2 C 10 100

RULE :- account closing is not allowed if associated with loans

ON DELETE CASCADE :-

--------------------

=> parent record is deleted along with child records

CREATE TABLE DEPT99

(

DNO INT PRIMARY KEY,

DNAME VARCHAR(10)

)

INSERT INTO DEPT99 VALUES(10,'HR'),(20,'IT')

CREATE TABLE EMP99

(

EMPNO INT PRIMARY KEY,

ENAME VARCHAR(10),

DNO INT REFERENCES DEPT99(DNO) ON DELETE CASCADE

)

INSERT INTO EMP99 VALUES(1,'A',10),(2,'B',10)

DELETE FROM DEPT99 WHERE DNO=10 => 1 ROW AFFECTED

SELECT \* FROM EMP99 => NO ROWS

scenario :-

------------

ACCOUNTS

ACCNO BAL

100

101

TRANSACTIONS

TRID TTYPE TAMT ACCNO RFEFERENCES ACCOUNTS(ACCNO)

1 W 1000 100 ON DELETE CASCADE

2 D 2000 100

ON DELETE SET NULL :-

----------------------

=> if parent row is deleted , it is deleted without deleting child

rows but fk will be set to null.

CREATE TABLE DEPT99

(

DNO INT PRIMARY KEY,

DNAME VARCHAR(10)

)

INSERT INTO DEPT99 VALUES(10,'HR'),(20,'IT')

CREATE TABLE EMP99

(

EMPNO INT PRIMARY KEY,

ENAME VARCHAR(10),

DNO INT REFERENCES DEPT99(DNO) ON DELETE SET NULL

)

INSERT INTO EMP99 VALUES(1,'A',10),(2,'B',10)

DELETE FROM DEPT99 WHERE DNO=10 ; => 1 ROW DELETED

SELECT \* FROM EMP99

EMPNO ENAME DNO

1 A NULL

2 B NULL

scenario :-

-----------

PROJECTS

projid pname duration cost client

100 AAA 5 YEARS 700 TATA MOTORS

101 BBB 3 YEARS 400 DBS BANK

EMP

empid ename sal projid

1 100

2 101

rule :- if project is completed (deleted) then set the employees

projid to null.

Droping constraints :-

----------------------

ALTER TABLE <TABNAME>

DROP CONSTRAINT <NAME>

EX :-

=> drop check constraint in emp55 table ?

ALTER TABLE EMP55

DROP CONSTRAINT CK\_\_emp55\_\_sal\_\_2E1BDC42

=> drop primary key in dept55 table ?

ALTER TABLE DEPT55

DROP CONSTRAINT PK\_\_dept55\_\_D876095C16A94F1B => ERROR

DROP TABLE DEPT55 => ERROR

TRUNCATE TABLE DEPT55 => ERROR

NOTE :-

PK constraint cannot be dropped if referenced by some fk

PK table cannot be dropped if referenced by some fk

PK table cannot be truncated if referenced by some fk

Adding constraints to existing table :-

---------------------------------------

CREATE TABLE EMP99

(

EMPNO INT,

ENAME VARCHAR(10),

SAL MONEY,

DNO INT

)

Adding check constraint :-

--------------------------

=> add check constraint with condition sal>=3000 ?

ALTER TABLE EMP99

ADD CHECK(SAL>=3000)

=> add primary key to empno ?

=> primary key cannot be added to nullable column

=> to add primary key first change the column to not null

STEP 1 :- modify the column empno to not null

ALTER TABLE EMP99

ALTER COLUMN EMPNO INT NOT NULL

STEP 2 :- add primary key

ALTER TABLE EMP99

ADD PRIMARY KEY(EMPNO)

=> add fk to dno that references dept55 table primary key i.e. dno ?

ALTER TABLE EMP99

ADD FOREIGN KEY(DNO) REFERENCES DEPT55(DNO)

=> modify the column ename to not null ?

ALTER TABLE EMP99

ALTER COLUMN ENAME VARCHAR(10) NOT NULL

summary :-

importance of constraints

declaring constraints

column level

table level

delete rules

adding constraints

droping constraints

=========================================================================

JOINS

-----

=> join is an operation performed to combine data stored in

two or more tables

=> in db related data stored in multiple tables , to gather or

to combine data stored in multiple tables we need to join

those table.

ex :-

orders cust

ordid ord\_dt del\_dt cid cid name addr

1000 10 10 A HYD

1001 11 11 B HYD

1002 12 12 C HYD

OUTPUT :-

ordid ord\_dt del\_dt name addr

1000 A HYD

1001 B HYD

Types of joins :-

-------------------

1 INNER JOIN / EQUI JOIN

2 OUTER JOIN

LEFT JOIN

RIGHT JOIN

FULL JOIN

3 NON EQUI JOIN

4 SELF JOIN

5 CROSS JOIN / CARTESIAN JOIN

INNER JOIN / EQUI JOIN :-

--------------------------

=> to perform inner join between the two tables there must be a

common field and name of the common field need not to be same

and pk-fk relationship is not compulsory.

SELECT columns

FROM tab1 INNER JOIN tab2

ON join condition

join condition :-

------------------

=> based on the given join condition sql servers joins records of

two tables.
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**JOINS**

=> join is an operation performed to fetch data from two or more tables.

=> in db related data may be stored in multiple tables , to gather or to combine

data stored in multiple tables we need to join those tables.

Example :-

orders customer

ordid orddt deldt cid cid cname caddr

1000 10 10 A HYD

1001 11 11 B HYD

1002 12 12 C HYD

output :-

ordid orddt deldt cname caddr

1000 A HYD

1001 B HYD

**Types of Joins :-**

--------------------

**1 inner join**

**2 outer join**

**left join**

**right join**

**full join**

**3 non equi join**

**4 self join**

**5 cross / cartesian join**

#### Inner JOIN

![](data:image/png;base64,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)

This is the simplest, most understood Join and is the most common. This query will return all of the records in the left table (table A) that have a matching record in the right table (table B). This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

INNER JOIN Table\_B B

ON A.Key = B.Key

#### Left JOIN
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This query will return all of the records in the left table (table A) regardless if any of those records have a match in the right table (table B). It will also return any matching records from the right table. This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

LEFT JOIN Table\_B B

ON A.Key = B.Key

#### Right JOIN

![](data:image/png;base64,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)

This query will return all of the records in the right table (table B) regardless if any of those records have a match in the left table (table A). It will also return any matching records from the left table. This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

RIGHT JOIN Table\_B B

ON A.Key = B.Key

#### Outer JOIN
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This Join can also be referred to as a FULL OUTER JOIN or a FULL JOIN. This query will return all of the records from both tables, joining records from the left table (table A) that match records from the right table (table B). This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

FULL OUTER JOIN Table\_B B

ON A.Key = B.Key

#### Left Excluding JOIN
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This query will return all of the records in the left table (table A) that do not match any records in the right table (table B). This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

LEFT JOIN Table\_B B

ON A.Key = B.Key

WHERE B.Key IS NULL

#### Right Excluding JOIN
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This query will return all of the records in the right table (table B) that do not match any records in the left table (table A). This Join is written as follows:

SQL

SELECT <select\_list>

FROM Table\_A A

RIGHT JOIN Table\_B B

ON A.Key = B.Key

WHERE A.Key IS NULL

#### Outer Excluding JOIN

![](data:image/png;base64,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)

**inner join / equi join :-**

---------------------------

=> inner join is performed between the tables sharing common field and name of the

common field need not to be same and pk-fk relationship is not compulsory.

SELECT columns

FROM tab1 INNER JOIN tab2

ON join condition

join condition :-

---------------------

=> based on the given join condition sql server joins the records of two tables

ex :-

EMP DEPT

EMPNO ENAME SAL DEPTNO DEPTNO DNAME LOC

1 A 5000 10 10 ACCTS NEW YORK

2 B 4000 30 20 RESEARCH

3 C 2000 20 30 SALES

4 D 3000 10 40 OPERATIONS

5 E 2000 NULL

=> display ENAME SAL DNAME LOC ?

` ------------------ --------------------

EMP DEPT

SELECT ENAME,SAL,DNAME,LOC

FROM EMP INNER JOIN DEPT

ON EMP.DEPTNO = DEPT.DEPTNO

A 6000 ACCTS NEW YORK

B 4000 SALES ???

C 2000 RESEARCH ???

D 3000 ACCTS NEW YORK

=> in join queries declare table alias and prefix column names with table alias

for two reasons

1 to avoid ambiguity

2 for faster execution

SELECT E.ENAME,E.SAL,

D.DEPTNO,D.DNAME,D.LOC

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

=> display employee names working at NEW YORK loc ?

SELECT E.ENAME,D.LOC

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO /\* join cond \*/

WHERE D.LOC = 'NEW YORK' /\* filter cond \*/

**joining more than two tables :-**

---------------------------------------

=> no of join conditions is based on no of tables to be joined.

=> to join N tables N-1 join conditions required.

syntax :-

SELECT COLUMNS

FROM TAB1 INNER JOIN T2

ON JOIN COND

INNER JOIN T3

ON JOIN COND

INNER JOIN T4

ON JOIN COND

EMP DEPT LOCATIONS COUNTRIES

empno deptno locid country\_id

ename dname city ` country\_name

sal locid state

deptno country\_id

SELECT E.ENAME,

D.DNAME,

L.CITY,L.STATE,

C.COUNTRY\_NAME

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

INNER JOIN LOCATIONS AS L

ON D.LOCID = L.LOCID

INNER JOIN COUNTRIES AS C

ON L.COUNTRY\_ID = C.COUNTRY\_ID

**outer join :-**

----------------

=> inner join returns only matching records but cannot return unmatched

records but to display unmatched records perform outer join.

EMP DEPT

EMPNO ENAME SAL DEPTNO DEPTNO DNAME LOC

1 A 5000 10 10 ACCTS NEW YORK

2 B 4000 30 20 RESEARCH

3 C 2000 20 30 SALES

4 D 3000 10 40 OPERATIONS => unmatched record

5 E 2000 NULL => unmatched record

=> outer join is 3 types

1 LEFT JOIN

2 RIGHT JOIN

3 FULL JOIN

**EMP**

**EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO**

7369 SMITH CLERK 7902 1981-12-05 1800.00 NULL 20

7499 ALLEN SALESMAN 7698 1981-12-05 3600.00 300.00 30

7521 WARD SALESMAN 7698 1981-12-05 1250.00 500.00 30

7566 JONES MANAGER 7839 1981-12-05 2975.00 NULL 20

7654 MARTIN SALESMAN 7698 1981-12-05 1250.00 1400.00 30

7698 BLAKE MANAGER 7839 1981-12-05 2850.00 NULL 30

7782 CLARK MANAGER 7839 1981-12-05 2450.00 NULL 10

7788 SCOTT ANALYST 7566 1981-12-05 3000.00 NULL 20

7839 KING PRESIDENT NULL 1981-12-05 5000.00 NULL 10

7844 TURNER SALESMAN 7698 1981-12-05 1500.00 0.00 30

7876 ADAMS CLERK 7788 1981-12-05 1100.00 NULL 20

7900 JAMES CLERK 7698 1981-12-05 950.00 NULL 30

7902 FORD ANALYST 7566 1981-12-05 3000.00 NULL 20

7934 MILLER CLERK 7782 1981-12-05 1300.00 NULL 40

123 muni DEVE 189 1999-12-09 55000.00 12.00 10

**LEFT JOIN :-**

-------------------

=> returns all rows (matched + unmatched) from left side table and

matching rows from right side table.

SELECT E.ENAME,D.DNAME

FROM EMP AS E LEFT JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

=> above query returns all rows from emp and matching rows from dept

A ACCTS

B SALES

C RESEARCH

D ACCTS

E NULL => unmatched from emp

**RIGHT JOIN :-**

--------------------

=> right join returns all rows from right side table and matching rows

from left side table

SELECT E.ENAME,D.DNAME

FROM EMP AS E RIGHT JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

=> returns all rows from dept table and matching rows from emp table.

A ACCOUNTS

B SALES

C RESEARCH

D ACCOUNTS

NULL OPERATIONS => unmatched from dept

**FULL JOIN :-**

-------------------

=> returns all rows from both tables

SELECT E.ENAME,D.DNAME

FROM EMP AS E FULL JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

A ACCOUNTS

B SALES

C RESEARCH

D ACCOUNTS

E NULL => unmatched from emp

NULL OPERATIONS => unmatched from dept

Displaying only unmatched rows :-

----------------------------------------------

left side table :-

-------------------

SELECT E.ENAME,D.DNAME

FROM EMP AS E LEFT JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

WHERE D.DNAME IS NULL

E NULL

right side table :-

----------------------

SELECT E.ENAME,D.DNAME

FROM EMP AS E RIGHT JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

WHERE E.ENAME IS NULL

NULL OPERATIONS

both tables :-

------------------

SELECT E.ENAME,D.DNAME

FROM EMP AS E FULL JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

WHERE E.ENAME IS NULL

OR

D.DNAME IS NULL

scenario :-

--------------

emp projects

empid ename projid projid pname duration

1 a 100 100 A

2 b 101 101 B

3 c null 102 C

=> display employee details with project details ?

SELECT e.\*,p.\*

FROM emp as e INNER JOIN projects as p

ON e.projid = p.projid

=> display employee details with project details and also display

employees not assigned to any project ?

SELECT e.\*,p.\*

FROM emp as e LEFT JOIN projects as p

ON e.projid = p.projid

=> display employee details with project details and also display

projects where no employee assigned to it ?

SELECT e.\*,p.\*

FROM emp as e RIGHT JOIN projects as p

ON e.projid = p.projid

**NON EQUI JOIN :-**

-------------------------

=> non equi join is performed between the tables not sharing a common field

EMP SALGRADE

EMPNO ENAME SAL GRADE LOSAL HISAL

1 A 3000 1 700 1000

2 B 1500 2 1001 2000

3 C 5000 3 2001 3000

4 D 2500 4 3001 4000

5 E 1000 5 4001 9999

=> display ENAME GRADE ?

SELECT E.ENAME,S.GRADE

FROM EMP AS E JOIN SALGRADE AS S

ON E.SAL BETWEEN S.LOSAL AND S.HISAL

=> display employee names whose grade = 3 ?

SELECT E.ENAME,S.GRADE

FROM EMP AS E JOIN SALGRADE AS S

ON E.SAL BETWEEN S.LOSAL AND S.HISAL

WHERE S.GRADE = 3

=> display ENAME DNAME GRADE ?

---------- ---------- -----------

EMP DEPT SALGRADE

SELECT E.ENAME,

D.DNAME,

S.GRADE

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

JOIN SALGRADE S

ON E.SAL BETWEEN S.LOSAL AND S.HISAL
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**self join :-**

-------------

=> joining a table to itself is called self join

=> in self join a record in one table joined with anothe record of same table.

ex :-

EMP

EMPNO ENAME MGR

7499 ALLEN 7698

7521 WARD 7698

7566 JONES 7839

7698 BLAKE 7839

7839 KING NULL

=> above table contains manager number but to display manager name

self join is required.

=> to perform self join the same table must be declared two times

with different alias

FROM EMP AS X JOIN EMP AS Y

EMP X EMP Y

EMPNO ENAME MGR EMPNO ENAME MGR

7499 ALLEN 7698 7499 ALLEN 7698

7521 WARD 7698 7521 WARD 7698

7566 JONES 7839 7566 JONES 7839

7698 BLAKE 7839 7698 BLAKE 7839

7839 KING NULL 7839 KING NULL

=> display ENAME MGRNAME ?

SELECT X.ENAME , Y.ENAME

FROM EMP AS X JOIN EMP Y

ON X.MGR = Y.EMPNO

ALLEN BLAKE

WARD BLAKE

JONES KING

BLAKE KING

=> display employees who are reporting to blake ?

SELECT X.ENAME , Y.ENAME AS MGRNAME

FROM EMP AS X JOIN EMP Y

ON X.MGR = Y.EMPNO

WHERE Y.ENAME = 'BLAKE'

=> display blake's manager name ?

SELECT X.ENAME , Y.ENAME AS MGRNAME

FROM EMP AS X JOIN EMP Y

ON X.MGR = Y.EMPNO

WHERE X.ENAME = 'BLAKE'

=> employees earning more than or equal to their managers ?

SELECT X.ENAME ,X.SAL,

Y.ENAME AS MGRNAME,Y.SAL AS MGRSAL

FROM EMP AS X JOIN EMP Y

ON X.MGR = Y.EMPNO

WHERE X.SAL >= Y.SAL

=> employees joined before their managers ?

SELECT X.ENAME ,X.HIREDATE,

Y.ENAME AS MGRNAME,Y.HIREDATE AS MGRHIRE

FROM EMP AS X JOIN EMP Y

ON X.MGR = Y.EMPNO

WHERE X.HIREDATE < Y.HIREDATE

Question 1 :-

organizations

orgid orgname parent\_org\_id

100 TATA MOTORS HQ NULL

101 TATA MOTORS USA 100

102 TATA MOTORS IND 100

103 TATA MOTORS NY 101

104 TATA MOTORS HYD 102

=> display orgname & parent org name ?

=> display orgnames reporting to tata motors ind ?

Question 2 :-

TEAMS

ID COUNTRY

1 IND

2 AUS

3 ENG

=> write a query to display following output ?

IND VS AUS

IND VS ENG

AUS VS ENG

TEAMS A TEAMS B

ID COUNTRY ID COUNTRY

1 IND 1 IND

2 AUS 2 AUS

3 ENG 3 ENG

A.ID = B.ID A.ID <> B.ID A.ID < B.ID

IND IND IND AUS IND AUS

AUS AUS IND ENG IND ENG

ENG ENG AUS IND AUS ENG

AUS ENG

ENG IND

ENG AUS

SELECT A.COUNTRY + ' VS ' + B.COUNTRY

FROM TEAMS AS A JOIN TEAMS AS B

ON A.ID < B.ID

=> display ENAME DNAME GRADE MNAME ?

SELECT E.ENAME,D.DNAME,S.GRADE,M.ENAME

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

JOIN SALGRADE AS S

ON E.SAL BETWEEN S.LOSAL AND S.HISAL

JOIN EMP AS M

ON E.MGR = M.EMPNO
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**cross join / cartesian join :-**

------------------------------------

=> cross join returns cross product or cartesian product of two tables

A = 1,2

B = 3,4

AXB = (1,3) (1,4) (2,3) (2,4)

=> if cross join performed between two tables then all records of 1st table joined

with all records of 2nd table.

=> to perform cross join submit the query without join condition.

SELECT e.ename,d.dname

FROM emp as e CROSS JOIN dept as d

**GROUP BY & JOIN :-**

------------------------------

=> display dept wise total salary ? display dept names ?

SELECT d.dname,SUM(e.sal) as totsal

FROM emp as e INNER JOIN dept as d

ON e.deptno = d.deptno

GROUP BY d.dname

ON e.deptno = d.deptno :-

------------------------------------

EMP DEPT

EMPNO ENAME SAL DEPTNO DEPTNO DNAME LOC

1 A 5000 10 10 ACCTS NEW YORK

2 B 4000 30 20 RESEARCH

3 C 2000 20 30 SALES

4 D 3000 10 40 OPERATIONS

5 E 2000 20

A 5000 ACCTS

B 4000 SALES

C 2000 RESEARCH

D 3000 ACCTS

E 2000 RESEARCH

GROUP BY d.dname :-

-------------------------------

ACCTS

A 5000

D 3000

RESEARCH

C 2000

E 2000

SALES

B 4000

SELECT d.dname,SUM(e.sal) as totsal :-

---------------------------------------------------------

ACCTS 8000

RESEARCH 4000

SALES 4000

=> display no of employees working under each manager ?

blake ?

king ?

select y.ename as manager ,COUNT(x.ename) as cnt

from emp as x join emp as y

on x.mgr = y.empno

group by y.ename

on x.mgr = y.empno

---------------------------

EMP X EMP Y

EMPNO ENAME MGR EMPNO ENAME MGR

7499 ALLEN 7698 7499 ALLEN 7698

7521 WARD 7698 7521 WARD 7698

7566 JONES 7839 7566 JONES 7839

7698 BLAKE 7839 7698 BLAKE 7839

7839 KING NULL 7839 KING NULL

X.ENAME Y.ENAME

ALLEN BLAKE

WARD BLAKE

JONES KING

BLAKE KING

GROUP BY Y.ENAME :-

-----------------------------------

BLAKE

ALLEN

WARD

KING

JONES

BLAKE

select y.ename as manager ,COUNT(x.ename) as cnt :-

-------------------------------------------------------------------------------

BLAKE 2

KING 2

Assignment :-

--------------------

SALES

DATEID PRODID CUSTID QTY AMT

2023-08-01 100 10 1 1000

PRODUCTS

PRODID PNAME PRICE CATEGORY

CUST

CUSTID CNAME ADDR COUNTRY

1 display category wise total amount ?

2 display country wise total amount ?

3 display year wise total amount ?

4 display year wise , country wise,category wise total amount ?

================================================================

**SET OPERATORS :-**

----------------------------

UNION

UNION ALL

INTERSECT

EXCEPT

A = 1,2,3,4

B = 1,2,5,6

A UNION B = 1,2,3,4,5,6

A UNION ALL B = 1,2,3,4,1,2,5,6

A INTERSECT B = 1,2

A EXCEPT B = 3,4

B EXCEPT A = 5,6

=> in SQL , set operations performed between records return by two queries

SELECT STATEMENT 1

UNION / UNION ALL / INTERSECT / EXCEPT

SELECT STATEMENT 2

Rules :-

1 no of columns return by both queries must be same

2 corresponding columns datatype must be same

**UNION :-**

-------------

=> combines rows return by two queries

=> duplicates are eliminated

=> result is sorted

SELECT job FROM emp WHERE deptno = 20

CLERK

MANAGER

ANALYST

CLERK

ANALYST

SELECT job FROM emp WHERE deptno = 30

SALESMAN

SALESMAN

SALESMAN

MANAGER

SALESMAN

CLERK

SELECT job FROM emp WHERE deptno = 20

UNION

SELECT job FROM emp WHERE deptno = 30

ANALYST

CLERK

MANAGER

SALESMAN

SELECT job,sal FROM emp WHERE deptno = 20

UNION

SELECT job,sal FROM emp WHERE deptno = 30

ANALYST 3000.00

CLERK 800.00

CLERK 1000.00

CLERK 1100.00

MANAGER 2900.00

MANAGER 3000.00

SALESMAN 1300.00

SALESMAN 1500.00

SALESMAN 1600.00

**UNION VS JOIN :-**

-------------------------

UNION JOIN

1 combines rows combines columns

2 horizontal merge vertical merge

3 performed between performed between two tables

two queries

T1 T2

F1 C1

1 10

2 20

3 30

T1 U T2 T1 JOIN T2

------------ ---------------

1 1 10

2 2 20

3 3 30

10

20

30

scenario :-

--------------

EMP\_US

ENO ENAME DNO

DEPT

EMP\_IND DNO DNAME LOC

ENO ENAME DNO

=> total employees list ?

SELECT \* FROM EMP\_US

UNION

SELECT \* FROM EMP\_IND

=> employees working in US with dept details ?

SELECT E.\*,D.\*

FROM EMP\_US AS E INNER JOIN DEPT AS D

ON E.DNO = D.DNO

=> total employees with dept details ?

SELECT E.\*,D.\*

FROM EMP\_US AS E INNER JOIN DEPT AS D

ON E.DNO = D.DNO

UNION

SELECT E.\*,D.\*

FROM EMP\_IND AS E INNER JOIN DEPT AS D

ON E.DNO = D.DNO

**UNION ALL :-**

------------------

=> combines rows

=> duplicates are not eliminated

=> result is not sorted

SELECT job FROM emp WHERE deptno = 20

UNION ALL

SELECT job FROM emp WHERE deptno = 30

CLERK

MANAGER

ANALYST

CLERK

ANALYST

SALESMAN

SALESMAN

SALESMAN

MANAGER

SALESMAN

CLERK

=> difference between UNION & UNION ALL ?

UNION UNION ALL

1 eliminates duplicates duplicates are not eliminated

2 result is sorted result is not sorted

3 slower faster

**INTERSECT :-**

----------------------

=> returns common values from the output of two select stmts

SELECT job FROM emp WHERE deptno = 20

INTERSECT

SELECT job FROM emp WHERE deptno = 30

CLERK

MANAGER

**EXCEPT :-**

---------------

=> returns values present in 1st query output and not present in 2nd query output

SELECT job FROM emp WHERE deptno = 20

EXCEPT

SELECT job FROM emp WHERE deptno = 30

ANALYST

Question :-

--------------

T1 T2

F1 C1

1 1

2 2

3 3

10 40

20 50

30 60

=> write outputs for the following operations ?

1 inner join

2 left join

3 right join

4 full join

5 union

6 union all

7 intersect

8 except
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**SUB-QUERIES / NESTED QUERIES :-**

-----------------------------------------------------

=> a query in another query is called subquery or nested query.

=> one query is called inner / sub / nested query.

=> other query is called outer / main query.

=> first sql server executes inner query then it executes outer query.

=> result of inner query is input to outer query.

=> use subqueries when where cond based on unknown value.

**Types of subqueries :-**

------------------------------

1 single row subqueries

2 multi row subqueries

3 co-related subqueries

4 derived tables and CTEs

5 scalar subqueries

**single row subqueries :-**

--------------------------------

=> if subquey returns one value then it is called single row subquery.

SELECT columns

FROM tabname

WHERE colname OP (SELECT STATEMENT)

=> op must be any relational operator like = >= <= <>

examples :-

=> employees earning more than blake ?

SELECT \*

FROM EMP

WHERE SAL > (SELECT SAL FROM EMP WHERE ENAME='BLAKE')

=> employees who are senior to king ?

SELECT \*

FROM EMP

WHERE HIREDATE < (SELECT HIREDATE FROM EMP WHERE ENAME='KING')

=> name of the employee earning max salary ?

SELECT ename

FROM emp

WHERE sal = MAX(sal) => ERROR

aggregate functions are not allowed in where clause and they are allowed in

select,having clauses .

SELECT ename

FROM emp

WHERE sal = (SELECT MAX(sal) FROM emp)

--------------------------------------------

5000

=> name of the employee having max experience ?

SELECT ename

FROM emp

WHERE hiredate = (SELECT MIN(hiredate) FROM emp)

=> 2nd max salary ?

SELECT MAX(SAL)

FROM EMP

WHERE SAL <> (SELECT MAX(SAL) FROM EMP)

--------------------------------------------

5000

=> name of the employee earning 2nd max salary ?

SELECT ename

FROM emp

WHERE sal = (SELECT MAX(SAL)

FROM EMP

WHERE SAL <> (SELECT MAX(SAL) FROM EMP))

note :-

=> outer query can be INSERT/UPDATE/DELETE/SELECT but inner query

must be always SELECT.

=> delete employee having max experience ?

DELETE

FROM EMP

WHERE HIREDATE = (SELECT MIN(HIREDATE) FROM EMP)

=> transfer employees from NEW YORK loc to CHICAGO loc ?

EMP DEPT

EMPNO ENAME DEPTNO DEPTNO DNAME LOC

1 10 10 NEW YORK

2 20 20 DALLAS

3 30 30 CHICAGO

UPDATE EMP

SET DEPTNO = (SELECT DEPTNO FROM DEPT WHERE LOC='CHICAGO')

WHERE DEPTNO = (SELECT DEPTNO FROM DEPT WHERE LOC='NEW YORK')

=> swap employee salaries whose empno = 7499,7521 ?

before swap after swap

7499 1600 7499 1300

7521 1300 7521 1600

UPDATE EMP

SET SAL = CASE EMPNO

WHEN 7499 THEN (SELECT SAL FROM EMP WHERE EMPNO=7521)

WHEN 7521 THEN (SELECT SAL FROM EMP WHERE EMPNO=7499)

END

WHERE EMPNO IN (7499,7521)

**Multi-row subqueries :-**

------------------------------

=> if inner query returns more than one value then it is called multi-row subquery

SELECT COLUMNS

FROM TABNAME

WHERE COLNAME OP (SELECT STATEMENT)

=> OP must be IN , NOT IN,ANY,ALL

single multi

= IN

<> NOT IN

> >ANY >ALL

< <ANY <ALL

03-aug-23

=> for which dept employee smith,blake working ? display dept name ?

select dname

from dept

where deptno IN (select deptno

from emp

where ename IN ('SMITH','BLAKE'))

=> display employee name & dept name of smith ,blake ?

select e.ename,d.dname

from emp as e inner join dept as d

on e.deptno = d.deptno

where e.ename IN ('SMITH','BLAKE')

**SUBQUERY VS JOIN :-**

--------------------------------

1 to display data from one table and condition based on another table then use

subquery or join

2 to display data from two tables then use join

**ANY opeator :-**

----------------------

=> use ANY for > < comparision with multiple values

WHERE X > ANY(1000,2000,3000)

IF X = 800 FALSE

1500 TRUE

4500 TRUE

WHERE X < ANY(1000,2000,3000)

IF X = 800 TRUE

1500 TRUE

4500 FALSE

**ALL :-**

----------

=> use ALL for > < comparision with multiple

WHERE X > ALL(1000,2000,3000)

IF X = 800 FALSE

1500 FALSE

4500 TRUE

WHERE X < ALL(1000,2000,3000)

IF X=800 TRUE

1500 FALSE

4500 FALSE

=> employees earning more than all managers ?

SELECT \*

FROM EMP

WHERE SAL > ALL(SELECT SAL

FROM EMP

WHERE JOB='MANAGER')

**co-related subqueries :-**

---------------------------------

=> if subquery references values of outer query then it is called co-related subquery

=> execution starts from outer query and inner query is executed no of times

depends no of rows in a table.

=> use co-related subquery to execute subquery for each row return by outer query

example 1 :-

EMP

EMPNO ENAME SAL DEPTNO

1 A 5000 10

2 B 3000 20

3 C 4000 30

4 D 6000 20

5 E 3000 10

=> find employees earning more than avg(sal) of their dept ?

SELECT \*

FROM EMP AS X

WHERE SAL > (SELECT AVG(SAL)

FROM EMP

WHERE DEPTNO = X.DEPTNO)

1 A 5000 10 5000 > (4000) TRUE

2 B 3000 20 3000 > (4500) FALSE

3 C 4000 30 4000 > (4000) FALSE

4 D 6000 20 6000 > (4500) TRUE

5 E 3000 10 3000 > (4000) FALSE

=> find employees earning max sal in their dept ?

SELECT \*

FROM EMP AS X

WHERE SAL = (SELECT MAX(SAL)

FROM EMP

WHERE DEPTNO = X.DEPTNO)

=> display top 3 max salaries ?

SAL

5000

1000

3000

2000

4000

SELECT DISTINCT A.SAL

FROM EMP AS A

WHERE 3 > (SELECT COUNT(DISTINCT B.SAL)

FROM EMP AS B

WHERE A.SAL < B.SAL)

ORDER BY SAL DESC

EMP A EMP B

SAL SAL

5000 5000 3 > (0) TRUE

1000 1000 3 > (4) FALSE

3000 3000 3 > (2) TRUE

2000 2000 3 > (3) FALSE

4000 4000 3 > (1) TRUE
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=> display 5th max salary ?

SELECT DISTINCT A.SAL

FROM EMP AS A

WHERE (5-1) = (SELECT COUNT(DISTINCT B.SAL)

FROM EMP AS B

WHERE A.SAL < B.SAL)

**DERIVED TABLES :-**

----------------------------

=> subqueries in FROM clause are called derived tables

SELECT columns

FROM (SELECT STATEMENT) AS <ALIAS>

WHERE COND

=> subquery output acts like a table for outer query

=> derived tables are used in following scenarios

1 to control order of execution of clauses

2 to use result of one operation in another operation

3 to join two query outputs

**controlling order of execution :-**

---------------------------------------

default order :-

-------------------

FROM

WHERE

GROUP BY

HAVING

SELECT

ORDER BY

=> use derived table to control this order of execution

example 1 :-

=> display employees ranks based on sal ?

SELECT EMPNO,ENAME,SAL,

DENSE\_RANK() OVER (ORDER BY SAL DESC) AS RNK

FROM EMP

above query displays ranks of all the employees but to display top 3 employees

SELECT EMPNO,ENAME,SAL,

DENSE\_RANK() OVER (ORDER BY SAL DESC) AS RNK

FROM EMP

WHERE RNK<=3 => ERROR

column alias cannot be used in where clause because where clause is executed

before select , to overcome this use derived table.

SELECT \*

FROM (SELECT EMPNO,ENAME,SAL,

DENSE\_RANK() OVER (ORDER BY SAL DESC) AS RNK

FROM EMP) AS E

WHERE RNK<=3

SELECT \*

FROM E

WHERE RNK<=3

=> display top 5 max salaries ?

SELECT DISTINCT SAL

FROM (SELECT SAL,

DENSE\_RANK() OVER (ORDER BY SAL DESC) AS RNK

FROM EMP) AS E

WHERE RNK<=5

ORDER BY SAL DESC

=> display 5th max salary ?

WHERE RNK = 5

Example 2 :-

=> display first 5 rows from emp table ?

SELECT \*

FROM (SELECT ROW\_NUMBER() OVER (ORDER BY EMPNO ASC) AS RNO,

EMPNO,ENAME,SAL

FROM EMP) AS E

WHERE RNO <= 5

WHERE RNO IN (5,7,10)

WHERE RNO BETWEEN 5 AND 10

WHERE RNO%2=0

=> display last 3 rows from emp table ?

SELECT \*

FROM (SELECT ROW\_NUMBER() OVER (ORDER BY EMPNO ASC) AS RNO,

EMPNO,ENAME,SAL

FROM EMP) AS E

WHERE RNO >= (SELECT COUNT(\*)-2 FROM EMP)

=> delete first 3 rows ?

DELETE

FROM (SELECT ROW\_NUMBER() OVER (ORDER BY EMPNO ASC) AS RNO,

EMPNO,ENAME,SAL

FROM EMP) AS E

WHERE RNO <= 3 => ERROR

NOTE :- in derived table outer query cannot be DML command and is must be always SELECT

**CTE :-**

----------

=> CTE stands for common table expression.

=> using CTE we can give name to the query output and we can reference that name

in another query like SELECT/INSERT/UPDATE/DELETE.

=> using CTE we can simplify complex operations

syn :-

WITH <CTE-NAME>

AS

(SELECT STATEMENT)

SELECT / INSERT / UPDATE / DELETE

Ex :-

=> delete first 5 rows ?

WITH E

AS

(SELECT ROW\_NUMBER() OVER (ORDER BY EMPNO ASC) AS RNO,

EMPNO,ENAME,SAL

FROM EMP)

DELETE FROM E WHERE RNO<=5
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=> delete duplicate rows ?

EMP77

ENO ENAME SAL

1 A 5000

2 B 6000

3 C 7000

1 A 5000

2 B 6000

STEP 1 :-

SELECT ENO,ENAME,SAL,

ROW\_NUMBER() OVER (PARTITION BY ENO,ENAME,SAL

ORDER BY ENO ASC) AS RNO

FROM EMP77

1 A 5000 1

1 A 5000 2

2 B 6000 1

2 B 6000 2

3 C 7000 1

STEP 2 :- delete the records with rno > 1

WITH E

AS

( SELECT ENO,ENAME,SAL,

ROW\_NUMBER() OVER (PARTITION BY ENO,ENAME,SAL

ORDER BY ENO ASC) AS RNO

FROM EMP77)

DELETE FROM E WHERE RNO > 1

**scalar subqueries :-**

--------------------------

=> subqueries in SELECT are called scalar subqueries

SELECT (subquery1),(subquery2),---------

FROM tabname

WHERE cond

=> subquery output acts like a column for outer query

example 1 :-

SELECT (SELECT COUNT(\*) FROM EMP) AS EMP ,

(SELECT COUNT(\*) FROM DEPT) AS DEPT

EMP DEPT

9 4

example 2 :-

=> display dept wise total salary ?

select deptno,sum(sal) as dept\_totsal

from emp

group by deptno

10 8750.00

20 7100.00

30 5300.00

=> display deptno dept\_totsal totsal ?

select deptno,sum(sal) as dept\_totsal ,

(select sum(sal) from emp) as totsal

from emp

group by deptno

10 8750.00 21150.00

20 7100.00 21150.00

30 5300.00 21150.00

=> display deptno dept\_totsal totsal pct ?

pct = ( dept\_totsal/totsal ) \* 100

select deptno,sum(sal) as dept\_totsal ,

(select sum(sal) from emp) as totsal ,

(sum(sal)/(select sum(sal) from emp) )\*100 as pct

from emp

group by deptno

=================================================================
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**DB SECURITY :-**

----------------------

1 LOGINS => provides security at server level

2 USERS => provides security at db level

3 PRIVILEGES => provides security at table level

4 VIEWS => provides security at row & col level

server (login)

database (user)

table (privileges)

rows & cols (views)

creating logins :-

------------------------

=> in object explorer

select security => logins => New login

1 Enter Login Name :- NARESH

2 select SQL SERVER Authentication

3 enter password :- 123

confirm password :- 123

4 uncheck user must change password at next login

click OK

command to create new login :-

----------------------------------------

USE [master]

GO

CREATE LOGIN [NARESH] WITH PASSWORD='123'

GO

NOTE :- using this login NARESH can connect to server but cannot access database,

to access database NARESH must be associated with a user in database.

creating user in database :-

-----------------------------------

=> open the db in which you want to create user

DB6PM

SECURITY

USERS => NEW USER

=> Enter username :- VIJAY

Enter loginname :- NARESH

=> click ok

=> login NARESH associated with user VIJAY in db DB6PM

command to create user :-

----------------------------------

USE [BATCH12]

GO

CREATE USER [VIJAY] FOR LOGIN [NARESH]

GO
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SERVER

SA

NARESH

BATCH12

DBO (SA)

EMP

DEPT

CUST

STUDENT

VIJAY (NARESH)

**Granting permissions (privileges) :-**

-------------------------------------------------

=> "GRANT" command is used to grant permissions from one user to

another user.

syn :- GRANT <permissions> ON <tabname> TO <username>

DBO :-

-----------

GRANT SELECT,INSERT,UPDATE,DELETE ON EMP TO VIJAY

VIJAY :-

------------

1 SELECT \* FROM EMP

2 UPDATE EMP SET SAL = 3000 WHERE EMPNO = 7698

3 DELETE FROM EMP WHERE EMPNO = 7698

NOTE :- changes made by "vijay" visible to "dbo"

**REVOKE command :-**

------------------------------

=> command used to take back permissions from user

syn :- REVOKE <permissions> ON <tabname> FROM <usernames>

DBO :-

---------

REVOKE SELECT,INSERT,UPDATE,DELETE ON EMP FROM VIJAY

VIJAY :-

-----------

SELECT \* FROM EMP => ERROR

DB Objects / SCHEMA objects :-

-------------------------------------------

TABLES

VIEWS

SYNONYMS

SEQUENCES

INDEXES

**VIEWS :-**

-------------

=> a view is a subset of a table i.e. part of the table.

=> a view is a virtual table because it doesn't store data and doesn't

occupy memory and it always derives data from base table.

=> a view represents a query

=> views are created

1 to provide security

2 to reduce complexity

=> with the help of views we can provide another level of security called

row & column level i.e. using view we can grant specific rows and

columns to user.

=> views are 2 types

1 simple views

2 complex views

**simple views :-**

-------------------

=> a view said to be simple view if it is created on single table.

CREATE VIEW <NAME>

AS

SELECT STATEMENT

EX :-

CREATE VIEW V1

AS

SELECT EMPNO,ENAME,JOB,DEPTNO FROM EMP

=> sql server creates view "v1" and stores query but not query output (data)

SELECT \* FROM V1

=> sql server executes the above query as follows

SELECT \* FROM (SELECT EMPNO,ENAME,JOB,DEPTNO FROM EMP)

Granting permissions on view to user :-

---------------------------------------------------

DBO :-

----------

GRANT SELECT,INSERT,UPDATE,DELETE ON V1 TO VIJAY

VIJAY :-

-----------

1 SELECT \* FROM V1

2 UPDATE V1 SET JOB='ANALYST' WHERE EMPNO = 7698

**ROW LEVEL SECURITY :-**

----------------------------------

CREATE VIEW V2

AS

SELECT EMPNO,ENAME,JOB,DEPTNO

FROM EMP

WHERE DEPTNO = 20

GRANT SELECT,INSERT,UPDATE,DELETE ON V2 TO VIJAY

VIJAY :-

-----------

SELECT \* FROM V2

**complex views :-**

------------------------

=> a view said to be complex view

1 if based on multiple tables

2 if query contains group by

distinct

aggregate functions

set operators

subqueries

=> with the help of views complex queries can be converted into simple queries

example 1 :-

CREATE VIEW CV1

AS

SELECT E.EMPNO,E.ENAME,E.SAL,

D.DEPTNO,D.DNAME,D.LOC

FROM EMP AS E INNER JOIN DEPT AS D

ON E.DEPTNO = D.DEPTNO

=> after creating view whenever we want data from emp & dept tables

then instead of writing join query write the simple query

SELECT \* FROM CV1

example 2 :-

CREATE VIEW CV2

AS

SELECT DEPTNO,MIN(SAL) AS MINSAL,

MAX(SAL) AS MAXSAL,

SUM(SAL) AS TOTSAL,

COUNT(\*) AS CNT

FROM EMP

GROUP BY DEPTNO

=> after creating whenever we want dept wise summary then execute the

following query

SELECT \* FROM CV2

=> difference between simple and complex views ?

simple complex

1 based on single table based on multiple tables

2 query performs simple query performs complex

operations operations like joins,group by etc

3 always updatable not updatable i.e. doesn't allow dmls

i.e. allows dmls

=> list of views ?

SELECT \*

FROM INFORMATION\_SCHEMA.VIEWS

=> list of tables created by user ?

SELECT \*

FROM INFORMATION\_SCHEMA.TABLES

WHERE TABLE\_TYPE='BASE TABLE'

**Droping views :-**

---------------------

DROP VIEW V1
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**synonyms :-**

----------------

=> a synonym is another name or alternative name for a table or view.

=> if tablename is lengthy we can give a simple or short name to the table called synonym

and instead of using tablename we can use synonym name in select/insert/update/delete

queries.

syn :- CREATE SYNONYM <NAME> FOR <TABNAME>

ex :- CREATE SYNONYM E FOR EMP

=> after creating synonym instead of using tablename use synonym name in

SELECT/INSERT/UPDATEDELETE queries

1 SELECT \* FROM E

2 UPDATE E SET COMM=500 WHERE EMPNO = 7844

accessing tables without db & schema name :-

------------------------------------------------------------

SELECT \* FROM DB2PM.DBO.CUST

CREATE SYNONYM CUST FOR DB2PM.DBO.CUST

SELECT \* FROM CUST

Question :-

1 CREATE SYNONYM E FOR EMP

2 SELECT \* FROM EMP AS E

3 SP\_RENAME 'EMP','E' => changes tablename from emp to e

difference between synonym and alias ?

synonym alias

1 permanent not permanent

2 stored in db not stored in db

3 scope of the synonym scope of the alias is

is upto the schema upto the query

=> list of synonyms created ?

SELECT \* FROM SYS.SYNONYMS

**Droping synonym :-**

--------------------------

DROP SYNONYM E

**SEQUENCE :-**

----------------------

=> sequence is created to generate sequence numbers for primary key columns.

=> used to auto increment column values.

ex :-

CREATE SEQUENCE S1

START WITH 1

INCREMENT BY 1

MAXVALUE 5

using sequence :-

---------------------------

CREATE TABLE STUDENT

(

SID INT,

SNAME VARCHAR(10)

)

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'A')

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'B')

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'C')

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'D')

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'E')

INSERT INTO STUDENT VALUES(NEXT VALUE FOR S1 , 'F') => ERROR

SELECT \* FROM SUTDENT

SID SNAME

1 A

2 B

3 C

4 D

5 E

example 2 :-

CREATE SEQUENCE S2

START WITH 100

INCREMENT BY 1

MAXVALUE 9999

=> use above sequence to update empno ?

UPDATE EMP SET EMPNO = NEXT VALUE FOR S2

example 3 :-

BILL

BILLNO BDATE AMOUNT

NIT/0823/1 ?? 1000

NIT/0823/2 ?? ??

CREATE TABLE BILL

(

BILLNO VARCHAR(20) ,

BDATE DATETIME,

AMOUNT MONEY

)

CREATE SEQUENCE S5

START WITH 1

INCREMENT BY 1

MAXVALUE 9999

=> use above sequence to generate billno ?

INSERT INTO BILL

VALUES('NIT/' +

FORMAT(GETDATE(),'MMyy') + '/' +

CAST(NEXT VALUE FOR S5 AS VARCHAR) , GETDATE(),1000)

SELECT \* FROM BILL

NIT/0823/1 2023-08-08 12:17:21.670 1000.00

NIT/0823/2 2023-08-08 12:17:25.000 1000.00

how to restart sequence ?

ALTER SEQUENCE S1 RESTART WITH 1

=> list of sequences created by user ?

SELECT \* FROM INFORMATION\_SCHEMA.SEQUENCES

**Droping sequence :-**

------------------------

DROP SEQUENCE S1

**IDENTITY :-**

----------------

=> IDENTITY is also used to generate sequence numbers.

=> used to auto increment column values.

IDENTITY(SEED,INCR)

ex :-

CREATE TABLE CUST

(

CID INT IDENTITY (100,1) ,

CNAME VARCHAR(10)

)

INSERT INTO CUST(CNAME) VALUES('A')

INSERT INTO CUST(CNAME) VALUES('B')

INSERT INTO CUST(CNAME) VALUES('C')

INSERT INTO CUST(CNAME) VALUES('D')

SELECT \* FROM CUST

CID CNAME

100 A

101 B

102 C

103 D

how to reset identity ?

DBCC CHECKIDENT('CUST',RESEED,99)

DBCC => DB CONSISTENCY CHECK

=> difference between identity & sequence ?

**identity sequence**

1 always bind to a column not bind a any column

in a table

2 value of identity cannot value of sequence can be

be accessed accessed by using next value for sequence

3 cannot be declared with can be declared with maxvalue

maxvalue
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**indexes :-**

--------------

=> index is also a db object created to improve performance of data accessing

=> index in db is similar to index in textbook , in textbook using index

a particular topic can be located fastly , in db using index a

particular record can be located fastly.

=> indexes are created on column and that column is called index key.

=> indexes created on columns

1 which are frequently used in where clause

2 which are used in join operation

Types of indexes :-

-----------------------

1 Non Clustered

2 Clustered

**Non Clustered :-**

----------------------

CREATE INDEX <NAME> ON <TABNAME> (COLNAME)

EX :- CREATE INDEX I1 ON EMP (SAL)

=> after executing above command sql server creates a structure

called btree i..e balance binary tree.

EMP 3000

SAL

1000

4000 2000 4000

3000

5000 1000 \* 2500 \* 4000 \* 5000 \*

1500 1500 \* 3000 \*,\*

3000 2000 \*

2500

2000

=> when user submits the query sql server uses following methods to

locate the record

1 TABLE SCAN

2 INDEX SCAN

=> in table scan , sql server scans complete table

=> in index scan , sq server scans half of the table , so index scan

is much faster than table scan.

select \* from emp where sal = 3000 ; (index scan)

select \* from emp where sal>=3000; (index scan)

select \* from emp where sal<=3000; (index scan)

select \* from emp (table scan)

select \* from emp where ename='blake' (table scan)

unique index :-

---------------------

=> unique index doesn't allow duplicate values into the column on which

index is created.

ex :- CREATE UNIQUE INDEX I2 ON EMP(ENAME)

K

G Q

ADAMS \* JAMES \*

ALLEN \* MARTIN \* SCOTT \*

BLAKE \* MILLER \* SMITH \*

1 SELECT \* FROM EMP WHERE ENAME='BLAKE'

2 INSERT INTO EMP(EMPNO,ENAME,SAL)

VALUES(100,'BLAKE',4000) => ERROR

what are the different methods to enforce uniqueness ?

1 declare primary key / unique constraint

2 create unique index

=> primary key / unique columns are automatically indexed by sql server

and sql server creates unique index on pk / unique columns and

unique index doesn't allow duplicates so pk / unique also doesn't

allow duplicates.

**CLUSTERED INDEX :-**

-----------------------------

=> a non clustered index stores addresses of the actual records stored in table

where as clustered index stores actual records.

ex :-

CREATE TABLE cust

(

cid INT,

cname VARCHAR(10)

)

CREATE CLUSTERED INDEX I10 ON CUST(CID)

INSERT INTO cust VALUES(10,'A')

INSERT INTO cust VALUES(80,'B')

INSERT INTO cust VALUES(40,'C')

INSERT INTO cust VALUES(60,'D')

50

30 70

10 A 40 C 60 D 80 B

SELECT \* FROM CUST => sql server goes to cluster index and access all

leaf nodes from left to right

10 A

40 C

60 D

80 B

NOTE :-

=> only one clustered index is allowed per table

=> sql server creates a clustered index on primary key columns

=> difference between non clustered and clustered indexes ?

**non clustered clustered**

1 stores addr of actual record stores actual record

2 needs extra storage doesn't need extra storage

3 requires two lookups requires one lookup to

to access the records access the record

4 sql server allows allows only one clustered

999 non clustered index per table

indexes per table

5 created on unique column created on primary key column

=> list of indexes ?

sp\_helpindex emp

**droping index :-**

---------------------

DROP INDEX EMP.I1

SERVER

DATABASE

TABLES

ROWS & COLS

CONSTRAINTS

INDEXES

TRIGGERS

VIEWS

SYNONYMS

SEQUENCES

**CREATING NEW TABLE FROM EXISTING TABLE :- (replica)**

---------------------------------------------------------------------

SELECT columns INTO <new-tabname>

FROM <old-tabname>

[WHERE cond]

example 1 :- (copying complete table)

SELECT \* INTO EMP10

FROM EMP

example 2 :- (copying specific rows & cols)

SELECT EMPNO,ENAME,JOB,SAL INTO EMP11

FROM EMP

WHERE JOB IN ('CLERK','MANAGER')

example 3 :- (copy only structure (cols) but not data (rows))

SELECT \* INTO EMP12

FROM EMP

WHERE 1=2

example 4 :- (copy table from one db to another db)

SELECT \* INTO DB2PM.DBO.ACCOUNTS

FROM DB6PM.DBO.ACCOUNTS

above command copies accounts table from db6pm db to db2pm db

**copying data from one table to another table :-**

------------------------------------------------------------

INSERT INTO <TARGET-TABLE>

SELECT COLUMNS FROM <SOURCE-TABLE> [WHERE COND]

ex :-

copy data from emp to emp12 ?

INSERT INTO EMP12

SELECT \* FROM EMP
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**MERGE command :-**

---------------------------

=> command used to merge data into a table.

=> merge is the combination of insert,update and delete.

=> used to manage replicas.

=> using merge command we can apply changes made to source table to replica.

syn :-

MERGE INTO <TARGET-TABLE> AS <ALIAS>

USING <SOURCE-TABLE> AS <ALIAS>

ON (CONDITION)

WHEN MATCHED THEN

UPDATE

WHEN NOT MATCHED THEN

INSERT

WHEN NOT MATCHED BY SOURCE THEN

DELETE ;

example :-

step 1 :- create source table

create table custs

(

cid int ,

cname varchar(10),

addr varchar(10)

)

insert into custs values(10,'A','HYD'),(11,'B','MUM')

step 2 :- create replica

select \* into custt from custs

step 3 :- modify the source table

1 insert into custs values(12,'C','DEL')

2 update custs set addr='BLR' where cid = 10

CUSTS

CID CNAME ADDR

10 A BLR => UPDATED

11 B MUM

12 C DEL => INSERTED

step 4 :- apply changes to replica

MERGE INTO CUST AS T

USING CUSTS AS S

ON (S.CID = T.CID)

WHEN MATCHED THEN

UPDATE SET T.ADDR = S.ADDR

WHEN NOT MATCHED THEN

INSERT VALUES(S.CID,S.CNAME,S.ADDR)

WHEN NOT MATCHED BY SOURCE THEN

DELETE ;

SQL

COMMANDS OPERATIONS FUNCTIONS OBJECTS

DDL WHERE DATE TABLES

DML ORDER BY STRING VIEWS

DQL DISTINCT NUMERIC SYNONYMS

TCL TOP CONVERSION SEQUENCES

DCL GROUP BY SPECIAL INDEXES

JOINS ANALYTICAL

SET OPERATIONS AGGREGATE

SUBQUERIES

============================================================

**T-SQL programming (Transact-SQL)**

------------------------------------------------

**introduction to t-sql programming**

**conditional stmts**

**loops**

**error handling**

**cursos**

**procedures**

**functions**

**triggers**

**SQL T-SQL**

1 submit one by one command submit group of commands

2 doesn't support conditional supports conditional stmts

statements

3 doesn't support loops T-SQL supports loops

4 doesn't support error handling supports error handling

5 doesn't support reusability supports reusability

=> T-SQL programs are called T-SQL blocks

=> T-SQL blocks are 2 types

1 Anonymous Blocks

2 Named Blocks

procedures

functions

triggers

**Anonymous Blocks :-**

------------------------------

=> the following statements are used in anonymous blocks

1 declare

2 set

3 print

**Declare stmt :-**

-------------------

=> used to declare variables

DECLARE @varname datatype(size)

ex :-

DECLARE @X INT

DECLARE @S VARCHAR(10)

DECLARE @D DATE

DECLARE @X INT,@S VARCHAR(10),@D DATE

**SET stmt :-**

---------------

=> used to assign value to variable

SET @var = value

ex :-

SET @X = 100

SET @S = 'ABC'

SET @D = GETDATE()

**PRINT stmt :-**

-----------------

PRINT 'hello'

PRINT @X

example 1 :-

DECLARE @X INT,@Y INT,@Z INT

SET @X=100

SET @Y=200

SET @Z = @X + @Y

PRINT @Z

example 2 :-

DECLARE @D DATE

SET @D = '2023-08-15'

PRINT DATENAME(DW,@D)

example 3 :-

DECLARE @MNAME VARCHAR(20),@LNAME VARCHAR(20)

SET @S = 'SACHIN TENDULKAR'

SET @FNAME = SUBSTRING(@S,1,CHARINDEX(' ',@S)-1)

SET @LNAME = SUBSTRING(@S,CHARINDEX(' ',@S)+1,LEN(@S))

PRINT @FNAME

PRINT @LNAME

**DB programming :-**

-----------------------

=> to perform operations on db execute sql commands from t-sql program

=> the following commands can be executed from t-sql program.

**1 DML (insert,update,delete,merge)**

**2 DQL (select)**

**3 TCL (commit,rollback,save transaction)**

12-AUG-23

**SELECT syntax :-**

------------------------

SELECT @VAR1 = COL1 , @VAR2 = COL2 , ----------

FROM TABNAME

WHERE COND

ex :-

=> write a prog to input empno and print name & salary ?

DECLARE @ENO INT, @NAME VARCHAR (10), @SAL MONEY

SET @ENO = 107

SELECT @NAME = ENAME, @SAL = SAL

FROM EMP

WHERE EMPNO = @ENO

PRINT @NAME + ' ' +CAST (@SAL AS VARCHAR)

=> write a prog to input empno and print experience ?

DECLARE @ENO INT ,@HIRE DATE ,@EXPR TINYINT

SET @ENO = 100

SELECT @HIRE = HIREDATE

FROM EMP

WHERE EMPNO = @ENO

SET @EXPR = DATEDIFF(YY,@HIRE,GETDATE())

PRINT CAST(@EXPR AS VARCHAR) + ' YEARS'

**conditional statements :-**

------------------------------------

1 IF-ELSE

2 MULTI IF

3 NESTED IF

**IF-ELSE :-**

---------------

IF COND

BEGIN

STATEMENTS

END

ELSE

BEGIN

STATEMENTS

END

**MULTI-IF :-**

--------------

IF COND1

BEGIN

STATEMENTS

END

ELSE IF COND2

BEGIN

STATEMENTS

END

ELSE IF COND3

BEGIN

STATEMENTS

END

ELSE

BEGIN

STATEMENTS

END

**NESTED IF :-**

------------------

IF COND

BEGIN

IF COND

BEGIN

STATEMENTS

END

ELSE

BEGIN

STATEMENTS

END

END

ELSE

BEGIN

STATEMENTS

END

=> write a prog to input empno and increment sal by specific amount

after increment if sal exceeds 5000 then cancel that increment ?

DECLARE @ENO INT,@AMT MONEY,@SAL MONEY

SET @ENO = 102

SET @AMT = 1000

BEGIN TRANSACTION

UPDATE EMP SET SAL = SAL + @AMT WHERE EMPNO = @ENO

SELECT @SAL = SAL FROM EMP WHERE EMPNO = @ENO

IF @SAL > 5000

ROLLBACK

ELSE

COMMIT

=> write a prog to process bank transaction (w/d) ?

ACCOUNTS

ACCNO ACTYPE BAL

100 S 10000

101 C 20000

DECLARE @ACNO INT,@TYPE CHAR(1) ,@AMT MONEY,@BAL MONEY

SET @ACNO = 100

SET @TYPE='W'

SET @AMT=1000

IF @TYPE='W'

BEGIN

SELECT @BAL = BAL FROM ACCOUNTS WHERE ACCNO = @ACNO

IF @AMT > @BAL

PRINT 'insufficient balance'

ELSE

UPDATE ACCOUNTS SET BAL = BAL - @AMT WHERE ACCNO = @ACNO

END

ELSE IF @TYPE='D'

UPDATE ACCOUNTS SET BAL = BAL + @AMT WHERE ACCNO = @ACNO

ELSE

PRINT 'INVALID TRANSACTION TYPE'

=> write a prog for money transfer ?

DECLARE @SACNO INT,@TACNO INT,@AMT MONEY,@BAL MONEY

SET @SACNO=100

SET @TACNO=101

SET @AMT=1000

SELECT @BAL = BAL FROM ACCOUNTS WHERE ACCNO = @SACNO

IF @AMT > @BAL

PRINT 'insufficient balance'

ELSE

BEGIN

UPDATE ACCOUNTS SET BAL = BAL -@AMT WHERE ACCNO = @SACNO

UPDATE ACCOUNTS SET BAL = BAL+ @AMT WHERE ACCNO = @TACNO

END
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=> write a prog to input sno and calculate total,avg,result and insert into result table ?

STUDENT

SNO SNAME S1 S2 S3

1 A 80 90 70

2 B 30 60 50

RESULT

SNO TOTAL AVG RESULT

DECLARE @SNO INT,@S1 INT,@S2 INT,@S3 INT

DECLARE @TOTAL INT,@AVG DECIMAL(5,2),@RES CHAR(4)

SET @SNO=100

SELECT @S1=S1 , @S2 = S2 , @S3 = S3 FROM STUDENT WHERE SNO=@SNO

SET @TOTAL = @S1 + @S2 + @S3

SET @AVG = @TOTAL/3

IF @S1>=35 AND @S2>=35 AND @S3>=35

SET @RES='PASS'

ELSE

SET @RES='FAIL'

INSERT INTO RESULT VALUES(@SNO,@TOTAL,@AVG,@RES)

**WHILE LOOP :-**

---------------------

WHILE(cond)

BEGIN

statements

END

if cond = true loop continues

if cond = false loop terminates

=> write a prog to print numbers from 1 to 20 ?

DECLARE @X INT = 1

WHILE(@X<=20)

BEGIN

PRINT @X

SET @X = @X + 1

END

=> write a prog to print 2024 calendar ?

2024-01-01 ?

2024-01-02 ?

2024-12-31 ?

DECLARE @D1 DATE,@D2 DATE

SET @D1 = '2024-01-01'

SET @D2 = '2024-12-31'

WHILE(@D1<=@D2)

BEGIN

PRINT CAST(@D1 AS VARCHAR) + ' ' + DATENAME(DW,@D1)

SET @D1 = DATEADD(DD,1,@D1)

END

=> write a prog to print sundays between two given dates ?

DECLARE @D1 DATE,@D2 DATE

SET @D1 = '2024-01-01'

SET @D2 = '2024-12-31'

WHILE(@D1<=@D2)

BEGIN

IF DATENAME(DW,@D1) = 'SUNDAY'

PRINT CAST(@D1 AS VARCHAR) + ' ' + DATENAME(DW,@D1)

SET @D1 = DATEADD(DD,1,@D1)

END

DECLARE @D1 DATE,@D2 DATE

SET @D1 = '2024-01-01'

SET @D2 = '2024-12-31'

/\* finding first sunday \*/

WHILE(DATENAME(DW,@D1)<>'SUNDAY')

BEGIN

SET @D1 = DATEADD(DD,1,@D1)

END

/\* printing sundays \*/

WHILE(@D1<=@D2)

BEGIN

PRINT CAST(@D1 AS VARCHAR) + ' ' + DATENAME(DW,@D1)

SET @D1 = DATEADD(DD,7,@D1)

END

=> write a prog to input string and print following pattern ?

input :- NARESH

output :-

N

A

R

E

S

H

DECLARE @S VARCHAR(10) ,@X INT = 1

SET @S='NARESH'

WHILE(@X <= LEN(@S))

BEGIN

PRINT SUBSTRING(@S,@X,1)

SET @X = @X + 1

END

=> write a prog to input string and print following pattern ?

input :- NARESH

output :-

N

NA

NAR

NARE

NARES

NARESH

DECLARE @S VARCHAR(10) ,@X INT = 1

SET @S='NARESH'

WHILE(@X <= LEN(@S))

BEGIN

PRINT SUBSTRING(@S,1,@X)

SET @X = @X + 1

END

=> write a prog to input string and print reverse of that string ?

INPUT :- NARESH

OUTPUT :- HSERAN

DECLARE @S VARCHAR(10),@X INT ,@R VARCHAR(10)=' '

SET @S = 'NITIN'

SET @X = LEN(@S)

WHILE(@X>=1)

BEGIN

SET @R = @R + SUBSTRING(@S,@X,1)

SET @X = @X - 1

END

PRINT @R

IF @S = LTRIM(@R)

PRINT 'palindrome'

ELSE

PRINT 'not a palindrome'
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**CURSOR :-**

----------------

=> cursors are used to access row-by-row in t-sql program.

=> cursors are used to process multiple rows in t-sql program.

=> from t-sql prog if we submit a query , sql server executes the query and

data returned by query is copied to temporary memory called cursor

and in prog we can give name to the cursor and access row-by-row

from the cursor and process the row.

=> follow below steps to use cursor

1 declare cursor

2 open cursor

3 fetch records from cursor

4 close cursor

5 deallocate cursor

**Declaring cursor:-**

--------------------------

DECLARE <NAME> CURSOR FOR SELECT STATEMENT

EX :- DECLARE C1 CURSOR FOR SELECT ENAME,SAL FROM EMP

**Opening cursor :-**

------------------------

OPEN <NAME>

EX :- OPEN C1

1 select stmt declared with cursor submitted to sql server

2 sql server executes the query and data returned by query is copied to temp memory

3 cursor c1 points to temporary memory

**Fetching records from cursor :-**

----------------------------------------

=> "FETCH" stmt is used to fetch record from cursor.

FETCH NEXT FROM <CURSOR> INTO VARIABLES

EX :- FETCH NEXT FROM C1 INTO x,y

=> a fetch stmt fetches one row at a time but to process multiple rows fetch stmt

should be executed multiple times , so fetch stmt should be in a loop.

**closing cursor :-**

--------------------

CLOSE <cursor-name>

EX :- CLOSE C1

**deallocate cursor :-**

----------------------------

DEALLOCATE <cursor-name>

EX :- DEALLOCATE C1

**@@fetch\_status :-**

---------------------------

=> it is a system variable that returns status of fetch statement

0 => if fetch successful

-1 => if fetch unsuccessful

example 1 :-

=> write a prog to print all employee names and salaries ?

DECLARE C1 CURSOR FOR SELECT ENAME,SAL FROM EMP

DECLARE @NAME VARCHAR(10),@SAL MONEY

OPEN C1

FETCH NEXT FROM C1 INTO @NAME,@SAL

WHILE(@@FETCH\_STATUS=0)

BEGIN

PRINT @NAME + ' ' + CAST(@SAL AS VARCHAR)

FETCH NEXT FROM C1 INTO @NAME,@SAL

END

CLOSE C1

DEALLOCATE C1

=> write a prog to print to calculate total sal without using sum function ?

DECLARE C1 CURSOR FOR SELECT SAL FROM EMP

DECLARE @SAL MONEY,@TOTSAL MONEY

OPEN C1

FETCH NEXT FROM C1 INTO @SAL

WHILE(@@FETCH\_STATUS=0)

BEGIN

SET @TOTSAL = @TOTSAL + @SAL

FETCH NEXT FROM C1 INTO @SAL

END

PRINT @TOTSAL

CLOSE C1

DEALLOCATE C1

=> write a prog to find max sal without using max function ?

DECLARE C1 CURSOR FOR SELECT SAL FROM EMP

DECLARE @SAL MONEY,@MAX MONEY=0

OPEN C1

FETCH NEXT FROM C1 INTO @SAL

WHILE(@@FETCH\_STATUS=0)

BEGIN

IF @SAL > @MAX

SET @MAX = @SAL

FETCH NEXT FROM C1 INTO @SAL

END

PRINT @MAX

CLOSE C1

DEALLOCATE C1

DECLARE C1 CURSOR FOR SELECT SAL FROM EMP ORDER BY SAL DESC

DECLARE @SAL MONEY

OPEN C1

FETCH NEXT FROM C1 INTO @SAL

PRINT @SAL

CLOSE C1

DEALLOCATE C1

=> write a prog to find min sal ?

DECLARE C1 CURSOR FOR SELECT SAL FROM EMP ORDER BY SAL ASC

DECLARE @SAL MONEY

OPEN C1

FETCH NEXT FROM C1 INTO @SAL

PRINT @SAL

CLOSE C1

DEALLOCATE C1

17-AUG-23

=> write a prog to calculate all the students total ,avg,result and insert into result table ?

STUDENT

SNO SNAME S1 S2 S3

1 A 80 90 70

2 B 30 60 50

RESULT

SNO TOTAL AVG RESULT

DECLARE C1 CURSOR FOR SELECT SNO,S1,S2,S3 FROM STUDENT

DECLARE @SNO INT,@S1 INT,@S2 INT,@S3 INT

DECLARE @TOTAL INT,@AVG DECIMAL(5,2),@RES CHAR(4)

OPEN C1

FETCH NEXT FROM C1 INTO @SNO,@S1,@S2,@S3

WHILE(@@FETCH\_STATUS=0)

BEGIN

SET @TOTAL = @S1 + @S2 + @S3

SET @AVG = @TOTAL/3

IF @S1>=35 AND @S2>=35 AND @S3>=35

SET @RES = 'PASS'

ELSE

SET @RES = 'FAIL'

INSERT INTO RESULT VALUES(@SNO,@TOTAL,@AVG,@RES)

FETCH NEXT FROM C1 INTO @SNO,@S1,@S2,@S3

END

CLOSE C1

DEALLOCATE C1

**SCROLLABLE CURSOR :-**

-----------------------------------

=> by default cursor is forward only cursor and it supports forward navigation but doesn't

support backward navigation.

=> if cursor declared with scroll then it is called scrollable cursor and it supports both

forward and backward navigation.

=> a forward only cursor supports only FETCH NEXT statement but scrollable cursor

supports the following fetch statements

FETCH FIRST => fetches first record

FETCH NEXT => fetches next record

FETCH LAST => fetches last record

FETCH PRIOR => fetches previous record

FETCH ABSOLUTE N => fetches Nth record from first record

FETCH RELATIVE N => fetches Nth record from current record

Example 1 :-

DECLARE C1 CURSOR SCROLL FOR SELECT ENAME FROM EMP

DECLARE @NAME VARCHAR(10)

OPEN C1

FETCH FIRST FROM C1 INTO @NAME

PRINT @NAME

FETCH ABSOLUTE 5 FROM C1 INTO @NAME

PRINT @NAME

FETCH RELATIVE 5 FROM C1 INTO @NAME

PRINT @NAME

FETCH LAST FROM C1 INTO @NAME

PRINT @NAME

FETCH PRIOR FROM C1 INTO @NAME

PRINT @NAME

CLOSE C1

DEALLOCATE C1

=> write a prog to print every 5th record ?

DECLARE C1 CURSOR SCROLL FOR SELECT ENAME FROM EMP

DECLARE @NAME VARCHAR(10)

OPEN C1

FETCH RELATIVE 5 FROM C1 INTO @NAME

WHILE(@@FETCH\_STATUS=0)

BEGIN

PRINT @NAME

FETCH RELATIVE 5 FROM C1 INTO @NAME

END

CLOSE C1

DEALLOCATE C1

=> write a prog to print names from last to first ?

DECLARE C1 CURSOR SCROLL FOR SELECT ENAME FROM EMP

DECLARE @NAME VARCHAR(10)

OPEN C1

FETCH LAST FROM C1 INTO @NAME

WHILE(@@FETCH\_STATUS=0)

BEGIN

PRINT @NAME

FETCH PRIOR FROM C1 INTO @NAME

END

CLOSE C1

DEALLOCATE C1

====================================================================

**ERROR HANDLING / EXCEPTION HANDLING :-**

----------------------------------------------------------------

**1 syntax errors**

**2 logical errors**

**3 runtime errors**

=> errors that are raised during program execution are **called runtime errors**

ex :- DECLARE @X TINYINT

SET @X = 1000 => RUNTIME ERROR

=> if any statement causes runtime error then sql server display error message and

continues program execution

=> to replace system generated message with our own simple and user friendly message

then we need to handle runtime error

=> to handle runtime error include a block called TRY----CATCH---- block

BEGIN TRY

statement1

statement2

--------------- => statements causes exception

statement N

END TRY

BEGIN CATCH

statements; => stmts handles exception

END CATCH

=> if any stmt in try block causes exception then control is transferred

to catch block and executes the statements in catch block.

example 1 :-

DECLARE @A TINYINT,@B TINYINT,@C TINYINT

BEGIN TRY

SET @A=10

SET @B=0

SET @C = @A/@B

PRINT @C

END TRY

BEGIN CATCH

PRINT 'something went wrong----try again'

END CATCH

error handling functions :-

---------------------------------

1 ERROR\_NUMBER() => returns error code

2 ERROR\_MESSAGE() => returns error message

3 ERROR\_SEVERITY() => returns error severity level

4 ERROR\_STATE() => returns error state

5 ERROR\_LINE() => returns line number
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Example 1 :-

DECLARE @A TINYINT,@B TINYINT,@C TINYINT

BEGIN TRY

SET @A=10

SET @B=0

SET @C = @A/@B

PRINT @C

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=220

PRINT 'value exceeding limit'

ELSE IF ERROR\_NUMBER()=8134

PRINT 'divisor cannot be zero'

END CATCH

Example 2 :-

CREATE TABLE EMP44

(

EMPNO INT PRIMARY KEY,

ENAME VARCHAR(10) NOT NULL,

SAL MONEY CHECK(SAL>=3000)

)

write a prog to insert data into emp44 table ?

DECLARE @ENO INT,@NAME VARCHAR(10),@SAL MONEY

BEGIN TRY

SET @ENO=100

SET @NAME='A'

SET @SAL=5000

INSERT INTO EMP44 VALUES(@ENO,@NAME,@SAL)

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=2627

PRINT 'empno should not be duplicate'

ELSE IF ERROR\_NUMBER()=515

PRINT 'name should not be null'

ELSE IF ERROR\_NUMBER()=547

PRINT 'sal>=3000'

END CATCH

**USER DEFINED ERRORS :-**

------------------------------------

=> errors raised by user are called user defined errors

=> user can raise error by using RAISERROR procedure

RAISERROR(msg,severity level,state)

severity level => 0 to 25

0 - 10 => informational message

11-19 => errors

20-25 => fatal errors

state => 0 to 255 => if the same error raised in multiple locations

then using this state we can identity which

part of the program causing the error

example 1 :-

DECLARE @A TINYINT,@B TINYINT,@C TINYINT

BEGIN TRY

SET @A=10

SET @B=1

IF @B=1

RAISERROR('divisor cannot be one',16,1)

SET @C = @A/@B

PRINT @C

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=220

PRINT 'value exceeding limit'

ELSE IF ERROR\_NUMBER()=8134

PRINT 'divisor cannot be zero'

ELSE

PRINT ERROR\_MESSAGE()

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=220

SET @MSG = 'value exceeding limit'

ELSE IF ERROR\_NUMBER()=8134

SET @MSG = 'divisor cannot be zero'

ELSE

SET @MSG = ERROR\_MESSAGE()

RAISERROR(@MSG,16,1)

END CATCH

=> write a prog to input empno and increment sal by specific amount and sunday

updates are not allowed ?

DECLARE @ENO INT,@AMT MONEY

SET @ENO = 108

SET @AMT=1000

IF DATENAME(DW,GETDATE())='SUNDAY'

RAISERROR('sunday not allowed',16,1)

ELSE

UPDATE EMP SET SAL = SAL + @AMT WHERE EMPNO = @ENO

list of errors ?

SELECT \* FROM SYS.MESSAGES

SELECT \* FROM SYS.MESSAGES WHERE MESSAGE\_ID=220

How to add user define error to sys.messages ?

sp\_addmessage error number,severity level,error msg

ex :-

sp\_addmessage 50001,16,'sunday not allowed'
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raising error by using code :-

--------------------------------------

DECLARE @ENO INT,@AMT MONEY

SET @ENO = 108

SET @AMT=1000

IF DATENAME(DW,GETDATE())='SUNDAY'

RAISERROR(50001,16,1)

ELSE

UPDATE EMP SET SAL = SAL + @AMT WHERE EMPNO = @ENO

=> write a prog for money withdrawl ?

ACCOUNTS

ACCNO ACTYPE BAL

100 S 10000

DECLARE @ACNO INT,@AMT MONEY,@BAL MONEY ,@CNT INT,@MSG VARCHAR(100)

BEGIN TRY

SET @ACNO = 100

SET @AMT=2000

SELECT @CNT=COUNT(\*) FROM ACCOUNTS WHERE ACCNO = @ACNO

/\* check account is valid or not \*/

IF @CNT=0

RAISERROR('invalid accno',16,1)

SELECT @BAL = BAL FROM ACCOUNTS WHERE ACCNO = @ACNO

/\* checking balance \*/

IF @AMT > @BAL

RAISERROR('insufficient balance',16,1)

UPDATE ACCOUNTS SET BAL = BAL - @AMT WHERE ACCNO = @ACNO

END TRY

BEGIN CATCH

SET @MSG = ERROR\_MESSAGE()

RAISERROR(@MSG,16.1)

END CATCH

how to remove user define error from sys.messages ?

SP\_DROPMESSAGE 50001

===================================================================

**NAMED T-SQL BLOCKS :-**

-----------------------------------

**1 STORED PROCEDURES**

**2 FUNCTIONS**

**3 TRIGGERS**

**SUB-PROGRAMS :-**

--------------------------

1 STORED PROCEDURES

2 FUNCTIONS

Advantages :-

------------------

1 modular programming :-

--------------------------------

=> with the help of proc/func a big t-sql program can be divided into small modules.

2 reusability :-

-------------------

=> these programs are created with name and also stored in db , so applications

which are connected to db can reuse proc/func.

3 security :-

----------------

=> because these programs are stored in db , so only authorized users can execute

these programs.

4 invoked from front-end :-

----------------------------------

=> these programs can be called from front-end applications like java / .net / python etc.

5 improves performance :-

------------------------------------

=> proc/func improves performance because they are precompiled i.e.

when we create a procedure program is compiled and stored in db

and whenever we call procedure only execution is repeated but not

compilation , so this improves performance.

**STORED PROCEDURES :-**

----------------------------------

=> a stored procedure is named T-SQL block that accepts some input performs

some action on db and may or may not returns a value.

=> procedures are created to perform one or more dml operations on tables.

syn :-

**CREATE OR ALTER PROCEDURE <name>**

**parameters if any**

**AS**

**STATEMENTS**

**parameters :-**

-----------------

=> we can declare parameters and we can pass values to parameters

=> parameters are 2 types

**1 INPUT (DEFAULT)**

**2 OUTPUT**

=> INPUT parameter always receives value

=> OUTPUT parameter always sends value

Example 1 :- procedure without parameters

=> create procedure to increment all the employee salaries by 1000 ?

CREATE OR ALTER PROCEDURE raise\_salary

AS

UPDATE EMP SET SAL = SAL + 1000

procedure created ( compiled + stored in db)

execution :-

----------------

EXECUTE raise\_salary

Example 2 :- procedure with parameters

=> create procedure to increment specific employee sal by specific amount ?

CREATE OR ALTER PROCEDURE raise\_salary

@eno INT,

@amt MONEY

AS

UPDATE EMP SET SAL = SAL + @amt WHERE EMPNO = @eno
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Execution :-

EXECUTE raise\_salary => ERROR

EXECUTE raise\_salary 7369,1000 (positional association)

EXECUTE raise\_salary @eno=7369,@amt=1000 (named association)

EXECUTE raise\_salary @amt=1000,@eno=7369

Example 3 :- (procedure with output parameters)

=> create a procedure to increment specific employee sal by specific amount

and after increment send the updated sal to calling program ?

CREATE OR ALTER PROCEDURE raise\_salary

@ENO INT,

@AMT MONEY,

@NEWSAL MONEY OUTPUT

AS

UPDATE EMP SET SAL = SAL + @AMT WHERE EMPNO = @ENO

SELECT @NEWSAL = SAL FROM EMP WHERE EMPNO = @ENO

EXECUTION :-

DECLARE @S MONEY

EXECUTE raise\_salary 7369,1000,@S OUTPUT

PRINT @S

EXECUTE raise\_salary @ENO=7369,@AMT=1000,@NEWSAL=@S OUTPUT

**Declaring parameters with default value :-**

---------------------------------------------------------

=> a parameter can be declared with default value as follows

@amt MONEY = 500

=> while executing procedure if we don't pass value to parameter then sql server

assigns default value.

example 4 :-

CREATE OR ALTER PROCEDURE raise\_salary

@ENO INT,

@AMT MONEY = 500

@NEWSAL MONEY OUTPUT

AS

UPDATE EMP SET SAL = SAL + @AMT WHERE EMPNO = @ENO

SELECT @NEWSAL = SAL FROM EMP WHERE EMPNO = @ENO

execution :-

----------------

declare @s money

execute raise\_salary 7369,default,@s output

print @s

declare @s money

execute raise\_salary @eno=7369,@newsal=@s output

print @s

example 5 :-

----------------

CREATE TABLE EMP88

(

EMPNO INT PRIMARY KEY,

ENAME VARCHAR(10) NOT NULL,

SAL MONEY CHECK(SAL>=3000)

)

=> create a procedure to insert data into emp88 table ?

CREATE OR ALTER PROCEDURE INSERT\_EMP88

@ENO INT,

@NAME VARCHAR(10),

@SAL MONEY

AS

DECLARE @MSG VARCHAR(100)

BEGIN TRY

INSERT INTO EMP88 VALUES(@ENO,@NAME,@SAL)

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=2627

SET @MSG='empno should not be duplicate'

ELSE IF ERROR\_NUMBER() =515

SET @MSG='name should not be null'

ELSE IF ERROR\_NUMBER()=547

SET @MSG='sal >=3000'

RAISERROR(@MSG,16,1)

END CATCH

execution :-

1 EXECUTE insert\_emp88 100,'A',5000 => 1 row affected

2 EXECUTE insert\_emp88 100,'B',6000 => ERROR

=> create procedure to insert data into emp88 table , if any error raises then

send error message to calling program ?

CREATE OR ALTER PROCEDURE INSERT\_EMP88

@ENO INT,

@NAME VARCHAR(10),

@SAL MONEY,

@MSG VARCHAR(100) OUTPUT

AS

BEGIN TRY

INSERT INTO EMP88 VALUES(@ENO,@NAME,@SAL)

END TRY

BEGIN CATCH

IF ERROR\_NUMBER()=2627

SET @MSG='empno should not be duplicate'

ELSE IF ERROR\_NUMBER() =515

SET @MSG='name should not be null'

ELSE IF ERROR\_NUMBER()=547

SET @MSG='sal >=3000'

END CATCH

execution :-

---------------

DECLARE @S VARCHAR(100)

EXECUTE insert\_emp88 101,'B',1000,@S OUTPUT

PRINT @S

Assignment :-

-------------------

ACCOUNTS

ACCNO ACTYPE BAL

100 S 10000

101 C 20000

TRANSACTIONS

TRID TTYPE TDATE TAMT ACCNO

CREATE SEQUENCE S10

START WITH 1

INCREMENT BY 1

MAXVALUE 99999

1 create procedure for money withdrawl ?

2 create procedure for money deposit ?

3 create procedure for money transfer ?

**procedure for money deposit :-**

-----------------------------------------

CREATE OR ALTER PROCEDURE CREDIT

@ACNO INT,

@AMT MONEY

AS

DECLARE @CNT INT,@MSG VARCHAR(100)

BEGIN TRY

SELECT @CNT = COUNT(\*) FROM ACCOUNTS WHERE ACCNO = @ACNO

IF @CNT = 0

RAISERROR('account does not exists',16,1)

UPDATE ACCOUNTS SET BAL = BAL + @AMT WHERE ACCNO = @ACNO

INSERT INTO TRANSACTIONS

VALUES(NEXT VALUE FOR S10,'D',GETDATE(),@AMT,@ACNO

END TRY

BEGIN CATCH

SET @MSG = ERROR\_MESSAGE()

RAISERROR(@MSG,16,1)

END CATCH
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**USER DEFINE FUNCTIONS :-**

-----------------------------------------

=> when predefine functions not meeting our requirements then we create our own functions

called user define functions.

=> a function is also a named T-SQL program and that accepts some input

performs some calculation and must return a value.

=> functions are created for calculations or to fetch value from db.

syn :-

CREATE OR ALTER

FUNCTION <NAME>(parameters) RETURNS <type>

AS

BEGIN

STATEMENTS

RETURN <expr>

END

example 1 :-

=> create function to calculate experience of the employee ?

CREATE OR ALTER

FUNCTION getexpr(@eno int) RETURNS INT

AS

BEGIN

DECLARE @HIRE DATE,@EXPR INT

SELECT @HIRE = HIREDATE FROM EMP WHERE EMPNO = @ENO

SET @EXPR = DATEDIFF(YY,@HIRE,GETDATE())

RETURN @EXPR

END

EXECUTION :-

-------------------

1 sql commands

2 another t-sql prog

3 front-end applications

**executing from sql commands :-**

------------------------------------------

1 SELECT DBO.GETEXPR(7369) => 43

2 SELECT EMPNO,ENAME,

DBO.GETEXPR(EMPNO) AS EXPR FROM EMP

**TABLE VALUED FUNCTIONS :-**

------------------------------------------

=> these functions returns records

=> return type of these functions must be TABLE

=> return expr must be select statement

=> table valued functions allows only one stmt and it must be return stmt

CREATE OR ALTER

FUNCTION <NAME>(parameters) RETURNS TABLE

AS

RETURN (SELECT STMT)

Ex :-

=> create a function that acepts deptno and returns list of employees working

for that dept ?

CREATE OR ALTER

FUNCTION GETEMPLIST(@d INT) RETURNS TABLE

AS

RETURN (SELECT \* FROM EMP WHERE DEPTNO = @d)

Execution :-

----------------

=> table valued functions are invoked in FROM clause.

SELECT \* FROM DBO.GETEMPLIST(20)

Example 2 :-

=> create a function that returns top N employee list based on sal ?

CREATE OR ALTER

FUNCTION getTopNEmpList(@n INT) RETURNS TABLE

AS

RETURN (SELECT \*

FROM (

SELECT EMPNO,ENAME,SAL,

DENSE\_RANK() OVER (ORDER BY SAL DESC) AS RNK

FROM EMP) AS E

WHERE RNK<= @n)

execution :-

SELECT \* FROM DBO.getTopNEmpList(5)

difference between procedures & functions ?

**PROCEDURES FUNCTIONS**

1 may or may not returns a must return a value

value

2 can return multiple values always returns one value

3 return values using returns value using return stmt

OUTPUT parameter

4 cannot be called can be called from sql commands

from sql commands

5 dml commands are dml commands are not allowed

allowed in procedure in functions

6 created to perform created for calculation or to fetch

one or more dml value from db

operations over tables

7 create procedure to update create function to get balance

balance

=> difference between scalar and table valued functions ?

**SCALAR TABLE**

1 returns one value returns records

2 return type must return type must be table

be scalar type

3 return expr is scalar type return expr is select stmt

variable

4 called in select clause called in from clause
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Assignment :-

------------------

ACCOUNTS

ACCNO ACTYPE BAL

TRANSACTIONS

TRID TTYPE TDATE TAMT ACCNO

CREATE SEQUENCE S10

START WITH 1

INCREMENT BY 1

MAXVALUE 99999

=> create following procedures & function to implement various bank transactions ?

1 account opening (proc)

2 account closing (proc)

3 balance enquiry (svf)

4 money deposit (proc)

5 money withdrawl (proc)

6 money transfer (proc)

7 statement between two given dates (tvf)

8 latest N transactions of particular customer (tvf)

list of procedures & functions ?

**SELECT \* FROM INFORMATION\_SCHEMA.ROUTINES**

DROPING PROCEDURES & FUNCTIONS :-

---------------------------------------------------------

DROP PROCEDURE RAISE\_SALARY

DROP FUNCTION GETEXPR

TRIGGERS :-

-----------------

=> trigger is also a named T-SQL block like procedure but executed

implicitly by sql server whenever user submits dml commands.

=> triggers are created

1 to control dml operations

2 to enforce complex rules and validations

3 to audit day-to-day operations on tables

syn :-

CREATE OR ALTER TRIGGER <NAME>

ON <TABNAME>

AFTER / INSTEAD OF INSERT,UPDATE,DELETE

AS

STATEMENTS

**AFTER triggers :-**

-------------------------

=> if trigger is after then sql server executes the trigger after executing dml.

**INSTEAD OF triggers :-**

-------------------------------

=> if trigger is instead of then sql server executes the trigger instead of

executing dml

example 1 :-

=> create trigger to not to allow dmls on emp table on sunday ?

CREATE OR ALTER TRIGGER T1

ON EMP

AFTER INSERT,UPDATE,DELETE

AS

IF DATENAME(DW,GETDATE())='SUNDAY'

BEGIN

ROLLBACK

RAISERROR('sunday not allowed',16,1)

END

Testing :-

UPDATE EMP SET SAL=2000 WHERE EMPNO = 7369 => ERROR

=> create trigger to not to allow dmls on emp table as follows ?

mon - fri <10am and >4pm

sat <10am and >2pm

sun --------------------

CREATE OR ALTER TRIGGER T2

ON EMP

AFTER INSERT,UPDATE,DELETE

AS

IF DATEPART(DW,GETDATE()) BETWEEN 2 AND 6

BEGIN

IF DATEPART(HH,GETDATE()) < 10

OR

DATEPART(HH,GETDATE()) >= 16

BEGIN

ROLLBACK

RAISERROR('only between 10am and 4pm',16,1)

END

END

ELSE IF DATEPART(DW,GETDATE())=7

BEGIN

IF DATEPART(HH,GETDATE()) < 10

OR

DATEPART(HH,GETDATE()) >= 14

BEGIN

ROLLBACK

RAISERROR('only between 10am and 2pm',16,1)

END

END

ELSE IF DATEPART(DW,GETDATE())=1

BEGIN

ROLLBACK

RAISERROR('sunday not allowed',16,1)

END

Testing :-

wednesday 8am

update emp set sal=1000 where empno = 7369 => ERROR

=> create trigger to not to allow update empno ?

CREATE OR ALTER TRIGGER T3

ON EMP

AFTER UPDATE

AS

IF UPDATE(EMPNO)

BEGIN

ROLLBACK

RAISERROR('empno cannot be updated',16,1)

END

testing :-

update emp set empno=9999 where empno = 7369 => ERROR
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**Magic tables :-**

-------------------

**1 INSERTED**

**2 DELETED**

=> these tables are created and destroyed automatically

=> these table can be accessed only during trigger execution

=> using these tables we can access data affected by dmls.

=> record user is trying to insert is copied to INSERTED table.

=> record user is trying to delete is copied to DELETED table.

=> record user is trying to update is copied to both INSERTED & DELETED tables.

INSERT INTO EMP VALUES(100,'A','CLERK',5000,--) => INSERTED

EMPNO ENAME JOB SAL

100 A CLERK 5000

UPDATE EMP SET SAL = 6000 WHERE EMPNO=100 => INSERTED

EMPNO SAL

100 6000

DELETED

EMPNO SAL

100 5000

DELETE FROM EMP WHERE EMPNO = 100 => DELETED

` EMPNO ENAME SAL

100 A 6000

=> create trigger to not to allow to decrement salary ?

CREATE OR ALTER TRIGGER T4

ON EMP

AFTER UPDATE

AS

DECLARE @OLDSAL MONEY,@NEWSAL MONEY

SELECT @OLDSAL = SAL FROM DELETED

SELECT @NEWSAL = SAL FROM INSERTED

IF @NEWSAL < @OLDSAL

BEGIN

ROLLBACK

RAISERROR('sal cannot be decremented',15,1)

END

=> create trigger to insert details into emp\_resign table when employee resigns ?

EMP\_RESIGN

EMPNO ENAME JOB SAL HIREDATE DOR

CREATE TABLE EMP\_RESIGN

(

EMPNO INT,

ENAME VARCHAR(10),

JOB VARCHAR(10),

SAL MONEY,

HIREDATE DATE,

DOR DATE

)

CREATE OR ALTER TRIGGER T5

ON EMP

AFTER DELETE

AS

DECLARE @ENO INT,@NAME VARCHAR(10),@JOB VARCHAR(10)

DECLARE @SAL MONEY,@HIRE DATE

SELECT @ENO = EMPNO ,

@NAME=ENAME,

@JOB=JOB,

@SAL=SAL,

@HIRE=HIREDATE

FROM DELETED

INSERT INTO EMP\_RESIGN

VALUES(@ENO,@NAME,@JOB,@SAL,@HIRE,GETDATE())

Testing :-

1 delete from emp where empno = 7369

2 select \* from emp\_resign

**INSTEAD OF triggers :-**

--------------------------------

=> if trigger is instead of then sql server executes the trigger instead of executing dml

AFTER INSTEAD OF

IF COND IF COND

BEGIN RAISERROR

ROLLBACK ELSE

RAISERROR DML

END

=> create trigger to not to allow more than 4 employees in a dept ?

EMP44

ENO DNO

1 10

2 10

3 10

4 10

5 10 => NOT ALLOWED

CREATE TABLE EMP44(ENO INT,DNO INT)

CREATE OR ALTER TRIGGER T6

ON EMP44

INSTEAD OF INSERT

AS

DECLARE @ENO INT,@DNO INT,@CNT INT

SELECT @ENO = ENO ,@DNO = DNO FROM INSERTED

SELECT @CNT = COUNT(\*) FROM EMP44 WHERE DNO = @DNO

IF @CNT=4

RAISERROR('max 4 emps per dept',16,1)

ELSE

INSERT INTO EMP44 VALUES(@ENO,@DNO)

Testing :-

INSERT INTO EMP44 VALUES(1,10)

INSERT INTO EMP44 VALUES(2,10)

INSERT INTO EMP44 VALUES(3,10)

INSERT INTO EMP44 VALUES(4,10)

INSERT INTO EMP44 VALUES(5,10) => ERROR

=> list of triggers ?

**SELECT \* FROM SYS.TRIGGERS**

Droping triggers :-

------------------------

DROP TRIGGER T1

=> if we drop table what about triggers created on table ?

ans :- triggers are also dropped

SERVER

DATABASE

TABLE

ROWS & COLS

CONSTRAINTS

INDEXES

TRIGGERS

VIEW

SYNONYM

SEQUENCE

PROCEDURES

FUNCTIONS

======================================================================

25-AUG-23

**Dynamic SQL :-**

----------------------

=> SQL commands generated at runtime are called dynamic sql commands

ex :- DROP TABLE EMP (STATIC SQL)

DECLARE @TNAME VARCHAR(10)

SET @TNAME = 'EMP'

DROP TABLE @TNAME (DYNAMIC SQL)

=> Dynamic sql commands are executed by using EXEC procedure

EXEC (' Dynamic sql command ')

=> dynamic sql command that we want to execute should be passed as a string to EXEC.

=> Dynamic sql is useful when we don't know tablenames and column names until runtime.

example 1 :-

=> create procedure to drop table from db ?

CREATE OR ALTER PROCEDURE DROP\_TABLE

@TNAME VARCHAR(20)

AS

EXEC (' DROP TABLE ' + @TNAME)

Execution :-

---------------

EXECUTE DROP\_TABLE 'BILL'

=> create procedure to drop all tables ?

CREATE OR ALTER PROCEDURE DROP\_ALL\_TABLES

AS

DECLARE C1 CURSOR FOR SELECT TABLE\_NAME

FROM INFORMATION\_SCHEMA.TABLES

WHERE TABLE\_TYPE='BASE TABLE'

DECLARE @TNAME VARCHAR(20)

OPEN C1

FETCH NEXT FROM C1 INTO @TNAME

WHILE(@@FETCH\_STATUS=0)

BEGIN

EXEC (' DROP TABLE ' + @TNAME)

FETCH NEXT FROM C1 INTO @TNAME

END

CLOSE C1

DEALLOCATE C1

EXECUTION :-

EXECUTE DROP\_ALL\_TABLES

===================================================================

**BACKUP & RESTORE :-**

-------------------------------

=> DB must be protected from different failures like hardware,software,program

=> to protect db from different failures sql server supports backup

=> backup is the process of copying data from db to backup file (.bak)

=> when actual db is damaged then we can recover db from backup file.

=> recovering db from backup is called restore.

**backup :-**

--------------

1 select the db that you want to take backup

BATCH12 => TASK => BACKUP

2 select backup type :- FULL / DIFFERENTIAL

FULL => full db is copied to backup.

DIFFERENTAIL => since last backup whatever changes are made

only those changes are copied to backup.

3 select destination :- DISK / URL

4 enter backup file name for ex d:\naresh\batch12.bak

5 ok

command to take backup :-

-----------------------------------

BACKUP DATABASE DB2PM TO DISK = 'D:\NARESH\DB2PM.BAK'

**restore :-**

-------------

=> select databases => restore database

=> select source => device

=> select backup file name (d:\naresh\db2pm.bak)

=> ok

command to restore :-

-----------------------------

=> open master db and execute the following command

RESTORE DATABASE DB2PM FROM DISK = 'D:\NARESH\DB2PM.BAK'

=> create a procedure to take backup of all databases ?

CREATE OR ALTER PROCEDURE backup\_dbs

AS

DECLARE C1 CURSOR FOR SELECT NAME

FROM SYS.DATABASES

WHERE DATABASE\_ID > 4

DECLARE @DBNAME VARCHAR(20),@FNAME VARCHAR(100)

OPEN C1

FETCH NEXT FROM C1 INTO @DBNAME

WHILE(@@FETCH\_STATUS=0)

BEGIN

SET @FNAME = 'D:\NARESH\'+@DBNAME+'.BAK'

BACKUP DATABASE @DBNAME TO DISK = @FNAME

FETCH NEXT FROM C1 INTO @DBNAME

END

CLOSE C1

DEALLOCATE C1

execution :-

-----------------

EXECUTE backup\_dbs

==================================================================

**Temporary Tables :-**

---------------------------

=> Temporary tables are created to store data temporarly.

=> temporary tables exist upto the session , after closing session temporary tables

are automatically deleted.

=> temp tables are created for storing intermediate results.

=> temporary tables are 2 types

**1 local temporary tables**

**2 global temporary tables**

**Local temporary tables :-**

--------------------------------

=> local temp tables can be accessed only with in the session where it is created

but cannot be accessed in another session.

=> tablenames are prefixed with "#".

method 1 :-

create table #temp

(

eno int,

ename varchar(10),

sal money

)

insert into #temp

select empno,ename,sal from emp

method 2 :-

select empno,ename,sal into #temp from emp

NOTE :-

=> temp tables are not stored in actual db and they are stored in tempdb.

**Global temporary tables :-**

-----------------------------------

=> global temporary tables created in one session and can be accessed in another

session

=> the session in which global temp table is created is closed then deleted

auotmatically.

=> global temp tables prefixed with ##

ex :-

session 1 :-

SELECT \* INTO ##TEMP FROM EMP

session 2 :-

SELECT \* FROM ##TEMP

**CTE VS TEMP TABLES :-**

-----------------------------------

1 CTEs are not physically stored but where as temp tables are physically stored in

temp db

2 scope of the CTE is upto the query i.e. CTE exists upto the single query execution

where as temp table exists upto the session.

=================================================================

**Normalization :-**

----------------------

=> Normalization is the process of decomposing tables with redundency into

number of well structured tables.

=> Normalization process is performed to design tables.

=> Normalization process is set of rules and each rule is called one normal form.

=> There are six normal forms

**1NF**

**2NF**

**3NF**

**BCNF (boyce-codd NF)**

**4NF**

**5NF**

**1NF :-**

---------

=> a table said to be in 1NF if there are no multivalued attributes in it or all the

attributes in table are atomic (single)

BILL

BILLNO BDATE CCODE CNAME CADDR ICODE NAME RATE QTY VALUE TBILL

S S S S S M M M M M S

=> in the above table some fields are single valued and some fields are multivalued

so the table is not according to 1NF , so decompose the table as follows

BILL

BILLNO BDATE CCODE CNAME CADDR TBILL

-----------

BILL\_ITEMS

BILLNO ICODE NAME RATE QTY VALUE

----------------------

**2NF :-**

-----------

=> a table said to be in 2NF

1 if it is in 1NF

2 if there are no partial dependencies in it

**partial dependency :-**

-----------------------------

R(A,B,C,D) A => pk

A ----->B,C,D (FULL DEPENDENCY)

KEY ----> non key

R(A,B,C,D) A+B => pk

A,B -------> C (FULL DEPENDENCY)

B --------->D (PARTIAL DEPENDENCY)

=> if non key field depends on key field then it is called full dependency.

=> if non key field depends on part of the key then it is called partial dependency.

TABLE 1 :-

BILL

BILLNO BDATE CCODE CNAME CADDR TBILL (according to 2NF)

-----------

TABLE 2 :-

ITEMS

BILLNO ICODE NAME RATE QTY VALUE

----------------------

BILLNO,ICODE ---------> QTY,VALUE (FULL )

ICODE ---------> NAME,RATE (PARTIAL)

=> above table contains partial dependency , so the table is not according to 2NF

so decompose the table as follows

TABLE 2 :-

ITEMS

ICODE NAME RATE

----------

TABLE 3 :-

BILL\_ITEMS

BILLNO ICODE QTY VALUE

----------------------

**3NF :-**

----------

=> a table said to be in 3NF

1 if it is in 2nf

2 if there are no transitive dependencies in it

transitive dependency :-

--------------------------------

R(A,B,C,D) A => pk

A ------>B,C (full dependency)

C ----------> D (transitive dependency)

=> if non key field depends on another non key field then it is called transitive dependency

TABLE 1 :-

BILL

BILLNO BDATE CCODE CNAME CADDR TBILL

----------

BILLNO ---------> BDATE , TBILL (FULL)

CCODE -----------> CNAME , CADDR (TRANSITIVE)

=> above table contains transitive dependency so the table is not according to 3NF

so decompose the table as follows

CUST

CCODE CNAME CADDR

-----------

BILL

BILLNO BDATE TBILL CCODE

------------

TABLE 2 :-

ITEMS

ICODE NAME RATE

----------

TABLE 3 :-

BILL\_ITEMS

BILLNO ICODE QTY VALUE

----------------------

AFTER 3NF :-

--------------------

CUST

CCODE CNAME CADDR

-----------

BILL

BILLNO BDATE TBILL CCODE

------------

ITEMS

ICODE NAME RATE

----------

BILL\_ITEMS

BILLNO ICODE QTY VALUE

----------------------

========================THE END ========================================